Abstract

Healthcare data is crucial in patient's surveillance. To give the finest treatment to patients the data should be of the best quality. Many security threats affect the integrity and ingenuity of the medical data. In the recent times, medical data can be accessed anytime and anywhere with the help of an overwhelming technology called the Internet of Things (IoT). IoT has numerous applications based on healthcare, however, it facilitates data misuse such as data breach and health care fraud. Sensitive and protected data is stolen and modified by an unauthorized person. Due to these data abuses, it degrades the quality of medical data and service. In this paper, secure data transfer is done in IoT based healthcare to enhance the security of the medical data. Data confidentiality can be achieved using encryption algorithms such as Tiny Encryption Algorithm (TEA) which is lightweight and suitable for resource constraint devices. The results of the proposed system show that the modified TEA overcomes the drawback of the equivalent key and also provides a better security to healthcare data.
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1. Introduction

The Internet of Things (IoT) is a next-generation technology that can be considered as an interconnection of the individually identifiable smart device within today's internet infrastructure. Medical care represents one of the most promising application areas for IoT. The IoT has the ability to give rise to many applications in the field of medical care such as remote health monitoring, chronic disease, elderly care and many more. Therefore, various medical devices and health monitoring sensors can be considered as smart devices that constitute a fundamental part of IoT. These smart devices assist healthcare providers in monitoring their patients remotely, thereby enabling the doctors to respond quickly in the event of emergencies. It is also expected to increase the span of life, reduce the healthcare cost and enrich the user's experience [1] - [2].

Pervasive healthcare acquires the data from remotely monitored patients and this data is used to automate the clinical decision support system. So by remote monitoring, patients are more closely treated whereas financial and human resource can be minimized [3].

Privacy is one of the major concern in the field of Wireless Sensor Network (WSN) with respect to healthcare applications. The data associated with health are always private and confidential in nature. Transmitting the collected data from one patient through the wireless network can pose a severe threat to the confidentiality of an individual [4]. The attacks which can possibly occur in the healthcare system are addressed by some of the authors [5].

Monitoring and processing of healthcare data facilitate data abuse. There are several types of data abuses, among which data breach is a major issue. Data breach is nothing but a security incident where the protected data is viewed or transmitted by an unauthorized person. Healthcare sector is the most affected industry area when it comes to data breach [6]. Figure 1 shows that data theft is the major cause of data breaches [7].

Data abuse is another major threat, which modifies the health parameters and compromises the data integrity. Since the treatment of the patients is based on the collected medical data, data modification and erroneous information lead to the loss of life [7]. This study reveals the number of challenges associated with IoT. Medical sensors that use wireless communication are exposed to different types of attacks like eavesdropping, man-in-the-middle attack, Denial of Service (DoS) and many more. Since any device can be connected to the network, it causes unauthorized access to the network. IoT devices and other sensors are resources constrained in terms of bandwidth and processing power, therefore, providing the security solution can decrease the efficiency of the device [5].

In order to accomplish an end to end security, sensors and client/server should have an implementation of the Cryptographic algorithm. For the devices with limited resources, e.g., battery-powered device, a cryptographic algorithm which has a lower energy consumption is important [8].

An encryption algorithm is called lightweight if it utilizes less memory and machine cycle. When Tiny Encryption Algorithm is compared to other algorithms such as HEIGHT, KATAN, and KLEIN it uses less number of machine cycles and less memory. Since some health monitoring devices are powered by batteries, it must be ensured that selected cryptographic algorithm uses less energy. TEA algorithm uses less energy compared to previously specified algorithms [9].

The proposed paper is structured as follows: section 2 and 3 provides a brief introduction to related work and original TEA algorithm. Section 4 provides a description of the system model. Finally in section 5 modified TEA algorithm is explained.
2. Related work

Healthcare monitoring applications and devices deal with the private and confidential information such as healthcare data. Smart IoT devices are linked to the network to provide access to the collected data. IoT healthcare field is a major target for the attackers. To provide secure IoT healthcare environment, it is important to study the distinct features of IoT such as security, vulnerabilities, threats and possible countermeasures from the perspective of healthcare. An active attacker may plan different types of security threats to compromise current and future medical devices and network. Some attacks distort the information transmitted via the network. They may also perform interception, intervention and fabricate the original data [4]. Confidentiality is one of the main security requirement for the healthcare devices to maintain secrecy. Confidentiality ensures that all medical information’s are inaccessible to unauthorized users. In addition, the confidential message does not reveal their true content or information to the eavesdropper. Symmetric encryption is generally used in the sensor network. Because when symmetric key is compared to asymmetric key, it is primarily less complicated, it needs a fewer number of operations and it provides the same level security as its asymmetric employing a smaller key size. Therefore, the symmetric key is more appropriate for low resources device [10]. TEA is used for the resource-constrained environments like sensor network. It is developed with a few lines of code, and it does not make use complex operations [5].

In order to enhance the security of TEA against cryptanalysis, they propose to use Linear Feedback Shift Register (LFSR) as a Pseudo Random Number Generator (PRNG) for its ease of implementation using hardware and software [11]. RC5 is suitable for encryption in sensors and it has a lower computational power. It is most frequently used in WSN and it is susceptible to power analysis attack [12].

3. Tea algorithm

TEA algorithm is known to be one among the quickest and most effective cryptographic algorithms. TEA is a Feistel type cipher that uses simple operations such as ADD, XOR, and SHIFT to provide Shannon’s properties of diffusion and confusion which is necessary to secure block cipher without the use of substitution boxes and permutation boxes. The source code of encryption module in TEA algorithm is shown in Figure 2. A double shift causes all the bits of the data and the key to be mixed constantly. TEA functions on 64-bit data using a 128-bit key and it can achieve complete diffusion after six rounds [10].

TEA algorithm takes plaintext and key as input. The given 64-bit plaintext is split into two halves, p = [Left (32), Right (32)], and the produced ciphertext is c = [Right (32), Left (32)]. In key schedule algorithm, the 128-bit key ‘k’ is fragmented into four 32-bit key blocks k0, k1, K2, k3. The keys k0 and k1 are used in the odd rounds and the keys K2 and k3 are used in even rounds. In each round, the data is processed by a round function which performs a set of basic operations to encrypt the data. Each half i.e. (left (32) or right (32)) is used to encrypt the other half of the 32 bit over 64 rounds and then combine to yield the 64-bit ciphertext block. The constant delta value is used to make sure that the sub-keys are dissimilar and its value has no cryptographic significance. Delta value is derived from the golden number ratio [14] [16].

\[ \Delta = (5 - 1) \times 231 = 9E3779B9h \]

```python
def encrypt(v, k):
    p = c_uint32(v[0])
    q = c_uint32(v[1])
    sum = c_uint32(0)
    delta = 0x9E3779B9 // golden number
    n = 32
    F = [0, 0]
    while (n > 0):
        sum += delta
        p.value += (q.value << 4) + k[2] ^ p.value + sum.value ^
        q.value += (p.value << 4) + k[0] ^ q.value + sum.value ^
        (p.value >> 5) + k[1]
        n -= 1
        F[0] = p.value
        F[1] = q.value
    return F
```

The block diagram shows an abstract view of the ith cycle of TEA algorithm as shown in Figure 3[14]. There are two rounds in every cycle and TEA is considered to be secure after 32 cycle or 64 rounds [14]. Main advantages of TEA is that it is fast, lesser code size and uses less memory. Due to these advantages, TEA is suitable for the health monitoring devices which has low computational capabilities and requires fast throughput. The most notable drawback that can be found in TEA is the equivalent key and associated-key attacks [13] [14] [15]. If a plain text ‘p’ is encrypted with two different keys K and K’ and if it produces the same ciphertext then the two keys are called equivalent keys. It can be represented as

\[ E_k(p) = E_{K'}(p) \]

The equivalent key in Table 1 shows that even though different keys are used to encrypt the same plaintext, it produces the same ciphertext[14]. In theory, when data is encrypted using different keys, for each key it should produce different ciphertext. Due to this drawback, it led to a technique of hacking Microsoft’s Xbox gaming console [10]. TEA should still provide good security for remote health monitoring. In this paper, an equivalent key problem associated with TEA and a solution to overcome it is addressed.
Fig. 3: 8th Cycle of Tea Algorithm

Table 1: Equivalent Key

<table>
<thead>
<tr>
<th>Plain Text</th>
<th>Key</th>
<th>Cipher Text</th>
</tr>
</thead>
<tbody>
<tr>
<td>0000000000000000</td>
<td>0000000080000000</td>
<td>24688569833653694</td>
</tr>
<tr>
<td>0000000000000000</td>
<td>8000000000000000</td>
<td>24688569833653694</td>
</tr>
<tr>
<td>0000000000000000</td>
<td>0000000000000000</td>
<td>24688569833653694</td>
</tr>
<tr>
<td>0000000000000000</td>
<td>8000000000000000</td>
<td>24688569833653694</td>
</tr>
<tr>
<td>0000000080000000</td>
<td>0000000000000000</td>
<td>24688569833653694</td>
</tr>
</tbody>
</table>

4. System model

IoT uses several sensors that are used as a source of input and multiple clients that utilize these data. Wi-Fi and internet are used as a means for content sharing and distribution of data. An existing System model that is used in medical field to monitor patient’s health is shown in Figure 4. Patients can use embedded or wearable sensors in their body to monitor their vitals and other parameters. Different types of sensors measure different health parameters such as body temperature, blood pressure, and heartbeat. These collected health parameters are transferred to the cloud or directly to the requested client. Cloud is where the collected data is stored, analyzed and transmitted to the client. During the transfer of the medical data, intruders may act as an intermediate to sniff and modify the health parameters. To provide data confidentiality and data integrity, several encryption algorithms are employed. Since the sensors are resource constraint, therefore symmetric encryption is used.

To provide a secure transmission between the sensor and the server data ‘D’ is encrypted using two keys ‘Key 1’ and ‘Key 2’ using a symmetric encryption algorithm ‘E’ and the equation is shown below (1). When data is being transmitted to the server from sensors, before transmitting, the data is encrypted using client key (Key 1) and server key (Key 2) to produce ciphertext ‘C’. Using this method even if the intruder gets access to one of the keys, he needs both the keys to decrypt the data successfully. Since two keys are used to encrypt the data, it is hard for the intruder to use brute force and it is impossible to derive one key from another key.

\[ C = E (D, \text{key (Key 1, Key 2)}) \] (1)

Initially, sensors convert the data into ciphertext with the help of keys and a symmetric algorithm. The server decrypts the received cipher with the same keys and same symmetric algorithm (2). The problem with this system is that server needs to distribute its key to all the sensors and the sensor needs to notify its key to the server before the data transfer. An encryption function can encrypt the same plaintext to different ciphertext depending on the key used. Therefore to get the right plain text from cipher text it is necessary to have the right keys.

\[ D = E (\text{cipher text, key (Key 1, Key 2)}) \] (2)

In the initial configuration before any data transfer occurs following sequence of tasks are performed:

1. Key generation - When the wireless sensors and the server are started, both the parties will generate a private key.

2. Secure channel creation - A secure channel is established between the sensors and server so that secure communication can be achieved.

3. Key exchange - Server distributes its key to all the sensors, and sensors, in turn, registers itself by sending its key to the server.

![Fig. 4: System model](image)

![Fig. 5: Three level architecture model](image)
5. The proposed tea algorithm

In order to enhance the TEA security against the equivalent key and cryptanalysis, it is suggested to use two functions instead of one in each round. Each function uses a different key, Key-1 is used for the first function F and Key-2 for second function F’. The function consists of the bitwise left shift, right shift, addition and XOR operation.

Here the round function ‘F’ and ‘F1’ can be defined by

\[ F(D, K[p, q], \delta[i]) = ((D \ll 4) + k[p] \oplus (D + \delta[i]) \oplus ((D \gg 5) + k[q]) \]

where ‘D’ is data and ‘K’ is the key.

In the abstract structure of modified TEA show in Figure 6, it is see that 64-bit plaintext is divided into two 32-bit data i.e. Right (32) and Left (32). The right side of the 32-bit plain text is passed through the first round function F and the output is passed to the next round function F1. The output from the function F1 is ANDed with the left 32-bit plaintext to produce new left 32-bit data.

Again left 32-bit data is processed by round function F1 and the output is processed again by a function F, and output of function F is ANDed with the right 32-bit data. These two steps constitute one cycle. Each half of the 32-bit data is used to encrypt the other half of the 32-bit data over 64 rounds of processing to produce ciphertext. After the final iteration of the encryption process the two half of the resulting output is swapped, so that output of the final ciphertext will be right (32) || left (32). To produce final output we need to perform 32 cycles, which is 64 rounds. The general structure of the round function is same for every round but the key k[i] used will be different depending on the round. When using two functions with two different key, the chances of getting the equivalent key will be reduced.

**Key schedule**

In modified TEA key schedule is simple. A single 128-bit key is divided into four 32 bit key blocks. The Figure 7 shows the i-th cycle of modified TEA algorithm where it uses two 128-bit key, and each 128-bit key will be divided to produce eight 32 bit key blocks. Key-1(128) will be divided into k1[0], k1[1], k1[2], k1[3], and Key-2(128) will be divided into k2[0], k2[1], k2[2], k2[3]. The keys k1[0], k1[1], k2[0], k2[1] will be used in the odd rounds and the keys k1[2], k1[3], k2[2], k2[3] will be used in the even rounds.

**Decryption**

Decryption is basically same as the encryption process. In deciphering routine the ciphertext is used as input to the algorithm. Subkeys k1[i] and k2[i] that are provided to the algorithm are used in the reverse order.

6. Results

From the obtained results it is observed that modified TEA encryption algorithms eliminate the problem of the equivalent key by using two functions in each round instead of one and by using a different key for each function. When proposed TEA algorithm is compared to the original TEA algorithm it provides better security and a secure way to exchange data between the parties. Original TEA algorithm produces the same ciphertext even if a different key is used to encrypt the plaintext shown in Table 1. This is due to the weakness of the round function in original TEA algorithm.
The proposed modified TEA encryption algorithm prevents the equivalent key condition. But the equivalent key condition cannot be evaded when same two keys are used for both the functions. This can be observed in Table 2. It is also shown that for some examples we still get the same ciphertext.

This can be overcome by using two keys. From the Table 3, it is seen that by using two different keys to encrypt a plaintext the problem of the equivalent key can be avoided. It also evident that modified TEA algorithm is secure against the chosen plaintext and ciphertext-only attack.

7. Conclusions

In this paper software implementation of modified TEA algorithm is proposed which uses two keys and two functions to overcome the security weakness and equivalent key drawback of a standard TEA algorithm. The modified TEA algorithm is compared with the standard TEA in the area of the equivalent key. The result shows that when using two functions in each round and each function utilizing one of two keys, chances of getting the same ciphertext for some plain text and key can be prevented.

In future, we plan to use AES key expansion algorithm to generate a different key, where each key generated can be used to encrypt the different data blocks.
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Table 2: Modified Tea with the same key for both the functions

<table>
<thead>
<tr>
<th>PlainText</th>
<th>Key 1</th>
<th>Key 2</th>
<th>CipherText</th>
</tr>
</thead>
<tbody>
<tr>
<td>0000000000000000</td>
<td>00000000 80000000</td>
<td>00000000 80000000</td>
<td>3993458279 100355022</td>
</tr>
<tr>
<td>0000000000000000</td>
<td>00000000 00000000</td>
<td>00000000 00000000</td>
<td>328154282 4173610317</td>
</tr>
<tr>
<td>0000000000000000</td>
<td>80000000 00000000</td>
<td>00000000 00000000</td>
<td>2472530398 1316777008</td>
</tr>
<tr>
<td>0000000000000000</td>
<td>00000000 00000000</td>
<td>00000000 00000000</td>
<td>2472530398 1316777008</td>
</tr>
</tbody>
</table>

Table 3: Modified Tea with a different key for both the functions

<table>
<thead>
<tr>
<th>PlainText</th>
<th>Key 1</th>
<th>Key 2</th>
<th>CipherText</th>
</tr>
</thead>
<tbody>
<tr>
<td>0000000000000000</td>
<td>00000000 80000000</td>
<td>00000000 80000000</td>
<td>1777385544 1314195584</td>
</tr>
<tr>
<td>0000000000000000</td>
<td>00000000 00000000</td>
<td>00000000 00000000</td>
<td>60267954 3991741833</td>
</tr>
<tr>
<td>0000000000000000</td>
<td>00000000 00000000</td>
<td>00000000 00000000</td>
<td>316603923 273326125</td>
</tr>
<tr>
<td>0000000000000000</td>
<td>00000000 00000000</td>
<td>00000000 00000000</td>
<td>07300000 80000000</td>
</tr>
<tr>
<td>0000000000000000</td>
<td>00000000 00000000</td>
<td>00000000 00000000</td>
<td>2406716869 1640107750</td>
</tr>
</tbody>
</table>