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Abstract

It has been noted that teaching and learning programming is challenging in computer science education and that this is a universal problem. To understand and to code programs are perceived as being very challenging in computer science education. This is due to the demand for practical ability rather than theory alone. Studies have revealed that students with metacognitive management skills perform well in programming compared to lower-performing students. The more difficult the programming activity, the greater the need for the programmer to own metacognitive control skills. The cognitive processes in learning computer programming require a novice programmer to develop metacognitive skills. The main objective of this research work is to identify the metacognitive strategies in teaching and learning programming. An exploratory study was setup to identify the level of metacognition awareness of novice programmers using the MAI instrument. Interview sessions with expert lecturers were also conducted to identify the metacognitive approaches and the pedagogical method applied in the teaching and learning activities. The learning behaviours of novices were also identified through the interviewing sessions. It can be concluded that there is a correlation between the metacognitive awareness level of an individual and their academic achievement.
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1. Introduction

In general, Malaysian students have claimed that the skills required for computer programming are difficult to acquire. Studies have shown that analytical skills and problem-solving are the two major problems in computer programming [1-4]. N. Ismail et al. [5] claimed that many students are “woefully inadequate” in terms of problem-solving skills. Soloway & Spohere [1] agreed that the major weaknesses of students in computer science are analytical thinking and problem-solving techniques, and that these major issues and concerns of computer science programs should emphasize these skills. Problem-solving in computer programming studies involves cognitive skills that require the students to work in a methodical manner and build representations [6], which create an environment that is suitable for developing metacognition skills and awareness. Flavell [10] defined metacognition as thinking about thinking or cognition (e.g., memory, reasoning, perception, etc.). Volet [11] described “metacognitive strategies” in teaching and learning as the use of metacognition elements to aid learning, including checking, planning, selecting, monitoring, evaluating and revising. These strategies are parts of important components for self-regulated learning models in the classroom [12]. Studies by [13] showed that the application of such strategies is positively correlated with academic achievement. The activities in programming foster students to evaluate their thinking process. These cognitive activities facilitate the process of applying a newly acquired problem to novel problem situations [6]. Regardless of what problem-solving approaches are used, it is always the first step before coding the program. Trial-and-error is fundamental to problem-solving, and contributes to the development of knowledge [7]. The competency of programmers can be developed through meticulously organized programming knowledge and skills [3] that demand metacognitive skills. The role of metacognition in solving programming problems is imperative. Bergin et al. [8] found that students who possess metacognitive management skills and strategies perform well in programming compared to those in whom the skills are lacking. Moreover, the more difficult the problem in programming, the higher the demand for metacognitive control, positive feedback, and purposeful reflection [9].

2. Difficulties encountered by novice programmers

Learning programming is very challenging, and has resulted in high dropout rates at universities. [1, 14]. Typically, it takes about 10 years for a novice to become an expert [1]. Many attempts have been made by other researchers to identify the attributes of novices, their learning behaviours, and the connection with the different aspects of programming. The process of learning can be described as the progress of the learner from novice level to expert level. In terms of the differences between novices and experts in respect of programming knowledge; the novices are battling with syntactic knowledge [15], while in the context of semantic knowledge the expert possesses effective notions or a virtual mental model. In terms of schematic knowledge, experts use a structural approach to categorize programs based on required routines. In contrast, novices use superficial features as they are unskilled with problem decomposition and tend to use low-level plans. The experts decompose problems into manageable sub-problems where they keep the overall view of the problem in mind and will consider many alternative solutions compared to novices [15, 16].
Therefore, teaching and learning strategies are needed in overcoming the challenges faced by novice programmers [1]. The central development competency of a programmer involves problem-solving skills [1], and yet, these skills appear inadequate. Soloway & Sphere [1] pointed out that analytical thinking and problem-solving are major weaknesses in programming. Metacognition skills and awareness have been identified as important keys to success for problem-solving across domains [17, 18]. Novices are also identified as having metacognitive deficiencies regardless of their age [19, 20]. In addition, they fail to reflect on what they have learned [21]. Thus, to be a lifelong learner and become skillful in problem-solving, it is necessary to develop articulation and reflection in novice programmers. The role of metacognition in problem-solving in computer programming is imperative. Bergin et al. [8] found that students who possessed metacognitive management skills and strategies perform very well in programming compared to lower-performing students. Interestingly, the more complex a programming problem is, the greater the demand for metacognitive control, purposeful reflection, and positive feedback [22]. To judge how clearly and effectively a programmer understands a problem in programming, it is necessary for them to apply in-depth reading skills and meta-comprehension skills. In this research work, a questionnaire survey and interview sessions were conducted with three objectives; firstly, to understand the level of metacognitive awareness of novices, secondly, to identify the type of pedagogical approach that assists them during computer programming, and, thirdly, to understand their learning behaviour. To support these objectives, interview sessions with expert lecturers were also conducted to explore the metacognitive application in teaching and learning computer programming at the university level.

3. Novices’ metacognitive awareness

The Metacognitive Awareness Inventory [23] was used in this study to measure the novice programmers’ awareness of metacognition in learning computer programming at university. This inventory consists of 52 self-report items that are broadly divided into two components of metacognition: metacognitive knowledge and metacognitive regulation. The knowledge of cognition depicts the general knowledge about an individual’s own learning process. Whereby, the regulation of cognition is associated with the knowledge concerning the way students plan, implement strategies, monitor, correct errors, and evaluate their learning. In this study, we define the characteristics of novice programmers, as someone with insufficiencies in knowledge and the skills of programming. Therefore, the target respondents in this study are undergraduate students of computer science that have just completed the introductory computer programming at the university level.

3.1. Subjects

This study involved 164 undergraduate computer science students (102 females and 62 males). The target sample size was 400, and the response rate was 41%. Conventionally, for an online survey, a 40% response rate is considered to be a good response rate [24]. All the respondents were invited through email as well as a Facebook group.

3.1.1 Findings

The correlation coefficient of r for all variables is presented in Table 1 and Table 2. The results indicate that there is a positive linear correlation between the GPA and MAI score with a correlation coefficient of r = 0.8226 and significant at the 1% level. The findings confirmed that metacognition has a positive effect on students learning success in the Introductory Computer Programming course at the university, as when the MAI score increases, the GPA tends to increase as well, and vice versa. The variations in MAI explained about 67.67% of the variation in GPA ($r^2 = 0.6767$ with $n=164$), indicating that there is a possibility of 32% of other factors influencing or affecting student learning success in Computer Programming. The results also demonstrated a strong correlation between the GPA and Knowledge about Cognition (KC) with $r = 0.7483$, GPA with Regulation of Cognition (RC) with $r = 0.8224$, GPA and Procedural Knowledge (P) with $r = 0.4387$, GPA and Declarative Knowledge (DL) with $r = 0.7358$, and GPA and Conditional Knowledge (CDL) with $r = 0.6134$. These findings corroborate that students’ performance achievement in computer programming learning has a strong correlation with metacognitive awareness.

Table 1: Correlation Coefficient between GPA and other sub-components of knowledge Cognition components in MAI

<table>
<thead>
<tr>
<th>Y</th>
<th>Grade Point Accumulative (GPA)</th>
</tr>
</thead>
<tbody>
<tr>
<td>X</td>
<td>Knowledg e Cognition</td>
</tr>
<tr>
<td>r</td>
<td>0.7483</td>
</tr>
<tr>
<td>r²</td>
<td>0.5599</td>
</tr>
<tr>
<td>Pr(&gt;</td>
<td>t</td>
</tr>
</tbody>
</table>

Table 2: Correlation Coefficient between GPA and other sub-components of Regulation Cognition components in MAI

<table>
<thead>
<tr>
<th>Y</th>
<th>Grade Point Accumulative (GPA)</th>
</tr>
</thead>
<tbody>
<tr>
<td>X</td>
<td>Regulation Cognition Planning</td>
</tr>
<tr>
<td>r</td>
<td>0.8224</td>
</tr>
<tr>
<td>r²</td>
<td>0.6763</td>
</tr>
<tr>
<td>Pr(&gt;</td>
<td>t</td>
</tr>
</tbody>
</table>

The results presented in Table 2 are consistent with the findings of other researchers [25-29] who found that the metacognition of learners possibly impacts the process and outcome of their learning. The studies by [25-29] explored the metacognitive awareness in a particular domain of knowledge to see the effect on learning strategies, listening performance, reading comprehension performance, and attitude towards academic achievement. A number of attempts have also been made by others to embed metacognitive elements in traditional teaching and learning as well as in computer-based support systems, such as [30-33]. With the results obtained, it is feasible for us to investigate further the application of metacognitive strategies in teaching and learning computer programming.

4. Classroom learning

The goal of this study is to identify the pedagogical approaches and metacognitive strategies used to assist students during the computer programming class. The observational study was conducted in the classroom during the Introductory Computer Programming class session for which the instructors had been informed in advance. This study was conducted in the Faculty of Computer Science in a public university in Malaysia. A letter requesting consent to conduct the survey was given in advance to the instructors. Positive feedback was received from the instructors about their willingness to give full support. The observational
study was carried out in the lab during a normal class session. Prior to the data collection, a face-to-face meeting with the instructors was conducted to fully explain this research work. The observations and the recording activities took place during the teaching and learning activities in the class session for further analysis. To have a full view of the activities in the lab, an appropriate place was located for the researchers. The questions for the observational study were partly derived from the motivating factors that metacognition skills require for teaching and learning computer programming at the university. This observational study sought to answer the following questions:

1. What kind of learning approaches are applied in the computer programming class session?
2. What kind of metacognitive strategies are performed during each learning approach?
3. What are the advantages of each learning strategy?

4.1. Subjects

This study involved five different Computer Programming class groups with different instructors and sessions. The respondents in this study were students who had been taught by the instructors. An observational study was conducted during a normal lesson as stipulated in the faculty timetable. Five sessions were involved in this observational study. Each class had an average of 20 students aged between 20 years and 25 years old. Most of the students in the classes were those who had never performed programming and had no programming knowledge. The students included were first-year undergraduates taking Introductory Computer Programming.

4.2. Findings

The results were analyzed and summarized as presented in Table 3. The observation was done qualitatively based on the data collection during the survey. The five observation sessions were termed CSO1, CSO2, CSO3, CSO4, and CSO5. The first question of the observational study related to how the instructor begins the class session. To gain the students’ attention, the findings showed that the instructor introduced the learning topics in CSO1. This was carried out by asking the students a question at the end of the class. While, in CSO2, the instructor/lecturer provided a brief overview of the content through handouts and outline. During CSO3, the relevance of learning through the lab exercises was explained. Whereas in CSO4 and CSO5, the instructor/lecturer related the learning content of previous class materials. The second observation question related to how the instructor/lecturer teaches during the computer programming class. All of the instructors/lecturers used the same approach by asking students specific questions. At the end of the class sessions, a small quiz was conducted to determine the effectiveness of each learning approach as well as the strategies applied throughout the learning sessions. The students were given 15 minutes to answer the five questions that were devised with the aid of an instructor.

Table 3: The approach to pedagogy in teaching and learning computer programming at the university

<table>
<thead>
<tr>
<th>How did students learn during class?</th>
<th>Metacognitive Strategies Applied</th>
<th>Advantages</th>
<th>Class Session</th>
</tr>
</thead>
<tbody>
<tr>
<td>Collaboration</td>
<td>Planning &amp; Organizing</td>
<td>Working and sharing ideas with others that were on the same level</td>
<td>CSO1, CSO3</td>
</tr>
<tr>
<td></td>
<td>-Preview Assignments given to decide how to approach them</td>
<td>Learning and get assistance from others</td>
<td></td>
</tr>
<tr>
<td></td>
<td>-Create a timeline to divide big tasks into manageable chunks between group members</td>
<td>Discuss the development of thinking skills; thus, promote metacognitive reflecting strategies</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Monitoring</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>-Check their progress against a timeline</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>-Troubleshoot issues</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>-Have peers monitor and observe each other</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Discussion and dialogue</td>
<td>Connecting</td>
<td>Students feeling comfortable voicing various opinions and viewpoints</td>
<td>CSO2, CSO5</td>
</tr>
<tr>
<td></td>
<td>-Link new learning to prior experience and knowledge</td>
<td>Students become responsible for the class and their own learning</td>
<td></td>
</tr>
<tr>
<td></td>
<td>-Use familiar and easy to relate to examples</td>
<td>Build self-confidence</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>More interactive</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Promote metacognitive reflecting</td>
<td></td>
</tr>
<tr>
<td>Repetition</td>
<td>Self-Reflect</td>
<td>Repeating lecture gives the students an opportunity to assess their ability as well as what they did and did not understand, which, indirectly, builds the metacognitive skills of the students</td>
<td>CSO4</td>
</tr>
<tr>
<td></td>
<td>-Self-assess about knowledge understanding</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

The findings of the survey showed that three types of learning approaches were commonly used by instructors to teach computer programming: cooperative learning, discussion and dialogue, and repetition. It has been proven in many other studies [34, 35] that learning through collaboration is an effective way of learning as it encourages the learning process itself and fosters respect as well as friendship among diversified groups of students. Several studies demonstrated that cooperative learning involves metacognitive thoughts [34, 35]. Cooperative learning covers a range of group-based learning approaches [36]. It is a set of different methods and students were encouraged by the teacher to cooperate in learning. It encourages the interaction between students. The cooperative learning activity engages the students in the learning process and seeks to improve the critical thinking, reasoning, and problem-solving skills of the learner, which, eventually, promotes the metacognitive learning atmosphere. Several metacognitive strategies were found during cooperative learning, such as planning and organizing, as well as monitoring. During the planning stage, all the assignments were reviewed by all the students in the respective groups to decide the methods to approach them. Timelines were developed to ensure that the assignments were manageable and fulfilled the requirements. These kind of activities have the potential to develop their critical thinking skills and time management skills. The second learning approach was through discussion and dialogue between the students and the lecturer. Meaningful discussion that facilitates reflective thinking can be initiated when learners raise thoughtful questions or provide critical feedback. Lecturers ask questions to help students discover what has been taught, to comprehensively explore the subject matter, and to generate discussion and peer-to-peer interaction. Student-initiated questions increase higher-order learning skills by requiring them to analyze information, connect seemingly disparate concepts, and...
articulate their thoughts [37]. The benefits of this learning approach are that it enables students to consider various viewpoints and to be responsible for the class and their own learning. In addition, this approach makes the students feel comfortable enough to speak, which, indirectly, could help students to build their self-confidence and produce a more interactive learning environment. One activity that was related to metacognitive strategy was connecting new information to former knowledge during dialogue and discussion. The more connections they make, the better the learning comprehension [38]. The third approach was through repetition. Simple repetition can have a powerful impact on learning. This approach provides students with the opportunity to assess their ability concerning what they understood; hence, indirectly developing the self-reflective thinking of students. [39] suggests that reflective thinking is an active, persistent, and careful consideration process that leads to a deeper understanding. Students who actively participate in reflective thinking and are aware of and control their learning, have the ability to assess what they know, what they need to know, and how they bridge that gap during learning situations [40]. When students encounter complex problems, reflective thinking helps them to understand their progress in learning, explore the appropriate strategies for a problem, and identify appropriate solutions to solve the problem [40]. The results from the quiz revealed that 85% of students from CS01, CS04, and CS05 were able to answer all the questions. Whereas, 75% of the students from class CS02 and CS03 obtained all the correct answers. As shown in Table 3, the metacognitive strategies underlying each learning approach had the greatest impact on the learning success of students in teaching and learning computer programming in the classroom.

5. Novices’ learning behaviour

The objective of this study was to understand the learning behaviour of the novice programmers in learning computer programming at the university. Seven questions were formulated based on three types of metacognition knowledge, as categorized by [10]. Person variable – which refers to what one knows and recognizes about his or her strengths and weaknesses in learning and processing information [10]. Task variable – which refers to what one knows or can figure out about the nature of a task and the demands required for completing the task [10]. Strategy variable – which refers to the strategies a person has “at the ready” to apply in a flexible way to successfully accomplish a task [10]. Livingston [41] provided all three variables in metacognition: “I’m aware that I (person variable) have difficulty with programming the logic problem (task variable), so I will sketch a pseudocode to describe the algorithm first and later translate it into the programming language (strategy variable).” The questions are also designed based on the analysed data extracted from the interviewing sessions with the expert lecturers, as follows:

1. Do you know your own strengths and weaknesses in learning programming?
2. How do you motivate yourself to learn programming?
3. What are the types of resource you usually refer to?
4. What techniques do you use to process information in learning programming?
5. What kind of help-seeking method do you use to make you understand while learning programming?
6. Do you track the amount of time spent on solving problems in programming?
7. How do you evaluate your own knowledge performance and understanding?

5.1. Participants

The respondents were the same students who participated in the survey. They were invited again by email for the interview sessions. One-hundred emails were randomly sent out to respondents; however, only ten participants responded to the email and agreed to take part in this study. As shown in Table 4, the respondents were aged between 19 and 23 years old. Most of the respondents had insufficient knowledge and skills about programming thereby meeting the definition of a novice.

5.2. Findings

The recorded results were transcribed verbatim and analysed. For the first question, most of the respondents failed to recognize their own strengths and weaknesses in programming. Only respondents R4 and R6 were aware of their strengths and weaknesses. The respondents’ knowledge relates to the declarative knowledge as well as the ‘Person Variables’. [10] indicates that it is important for one to be able to process or use his/her critical thinking that is related to learning. The second question related to the respondents’ motivation for learning programming. R1, R2, R3, R5, and R10 responded to ‘cooperative learning’, such as knowledge sharing with peers to make them motivated to learn programming. However, the R3, R7, R8, and R9 claimed that programming is a difficult subject and that they were not motivated to learn programming at all. In contrast, R4 and R6 were self-motivated and enjoyed learning programming. Question three was about the main references to learning programming. The Internet was the main source of reference for all the respondents to learn programming. Apart from the Internet, books and materials given by the instructors were also the resources used by novices as a reference. Question four related to the information management strategies to process information. It also related to the ’Strategies Variable’, which [10] described as the strategies applied to understanding the knowledge. Respondents R1, R6, R7, and R8 translated the information obtained into words that they could understand, whereas R3 and R10 used the note summarization technique to process information. Respondents R2, R4, and R9 used pictures and diagrams to represent the information or knowledge obtained. However, respondent R5 used the organizational structure to represent the information. Question five related to the Strategies Variable: R1 used social media like forums and Facebook as the medium to seek help while learning; R2, R3, R4, R5, and R8 preferred to seek help from the instructor or someone possessing good knowledge about programming; and others preferred to study with friends and compare answers from the quizzes, tests, and assignments given by the lecturer, find similar problems on the Internet, and by trial and error. The sixth question referred to the time consumed in learning computer programming individually. Most of the respondents did not record the time taken to learn programming individually. Only R1 responded, stating that he spent about two to four hours for learning programming individually. Question seven was about how students evaluate their own knowledge and understanding. In response to knowing his strengths and weaknesses, R1 responded that he often communicated with the lecturer. R2 familiarized himself with the exercises and sought help from the instructor when he was confused. Both R3 and R4 had similar answers – check quizzes, tutorials, and test papers and check with the instructor or others. Others used the Internet to check the answers for the tests, exam papers or quizzes for similar problems.

6. Metacognitive in teaching programming

The main objective of the interviews with expert lecturers was to explore the metacognitive implementation and metacognition awareness in computer programming courses at universities. The interview sessions were conducted at the faculty. The participation was voluntary in nature, and each session lasted around 45 minutes. The interview sessions were conducted during the middle-term of the semester. Each interview session was conducted individually. The questions asked during the interview sessions are:

1. Have you ever heard of metacognition?
2. Can you describe what metacognition is? (After reading the definition)
3. How important is ‘metacognition’ for a lecturer in computer programming?
4. Do you really think that metacognition is important in computer science education? Why?
5. How are ‘metacognitive skills’ taught in your class?
6. How are ‘metacognition skills’ applied in your teaching?
7. What is important to you when you are teaching?
8. What things are in your mind when you are teaching?
9. What did you do before the teaching session?
10. What is your preparation before the teaching session?
11. What do you usually do after you teach?

6.1. Participants

Ten (10) expert lecturers were selected from the faculty for the interview sessions. The selection process was based on the years of experience in teaching courses in computer programming and their years of experience in related research projects and consultancy. Three of them were PhD holders, and the others were master degree holders. All the participants in this study had teaching experience of more than five years in various types of programming languages (e.g., object-oriented, structured programming, JAVA programming, C, and C++ programming and assembly languages).

6.2. Findings

The data from the interview sessions were transcribed verbatim and analysed as explained in the following sections.

Expert Lecturer Definition of Metacognition.

At the beginning of the interview session, all the expert lecturers were asked whether they had heard the term ‘metacognition’. All the expert lecturers responded that they had never heard of ‘metacognition’. A piece of paper presenting the definition of ‘metacognition’ was provided to each of them. The definition of ‘metacognition’ is presented as follows:

“Metacognition is a form of critical thinking that allows one to understand, to analyse and control one’s cognition, especially when engaging in teaching and learning. It can be in many forms that include knowledge about how to apply particular strategies for learning as well as for problem-solving. It is about ‘cognition about cognition’ or ‘knowing about knowing’ [42]. After reading the definition of metacognition, they were asked again about the terms. One of them responded to “applying learning theory” while others answered that metacognition is “the way learners learn and develop knowledge,” “Awareness of Cognition” with only one respondent giving an almost complete answer; that is, “Awareness of Cognition and Monitoring of Cognition.” The results indicate that most of the participants responded to “Monitoring Cognition” and “Awareness of cognition”. It is feasible to discuss the appropriate definition of metacognition with expert lecturers.

Expert Definition of Metacognition.

All the participants agreed that metacognition is an important factor for successful teaching. Respondent one, who has been teaching C++ programming for almost 15 years, said that “Lecturers must think hard, as it is important for effective learning.” While other responses were as follows, “It is important, and lecturers must think about their own thinking,” “Lecturers must think hard, it is important for effective learning,” “Educators must understand their own teaching processes,” “Lecturers must be aware of their own emotions, thoughts, and behaviours.”

Metacognition application before teaching Computer Programming.

All the participants responded to “Planning”. The answers given by the respondents to the questions are “Design and plan lessons,” “Prepare for class the day before and arrive in the classroom a few minutes early,” “Analyse the teaching material and confirm the content of the lesson,” “write outlines for discussion in the classroom,” and “make notes and review activities.”

All the activities stated above are the activities that take place.

Metacognition application during teaching Computer Programming.

All the participants responded that the ‘student’ is the important variable in teaching. The examples of respondents were as follows, “prepared well before teaching, monitor myself during teaching to ensure message can be conveyed effectively to the student,” “listening to student and trying to answer any questions in the simplest way that can be easily understood,” “interaction with student” “writing,” “discussing,” “questioning and thinking with students,” “problem-solving,” “book and journal reading,” “spotting obstacles,” “mapping concept,” “modelling,” “direct instruct,” “presenting,” “thinking aloud,” “reciprocal teaching.”

Metacognition application after teaching Computer Programming.

The highest response from all the participants was “Evaluating” or “Assessing”. The examples from the respondents were as follows “Prepare teaching content for the following class session and try to revise content from previous session that was not sufficiently provided in the previous session”, “Evaluating the strength and weakness of one’s own teaching”, “Assessing/evaluating student learning by giving short quizzes”, “assessing teaching and planning for next round teaching” and “remains in the classroom for questioning and answering session for 15 or 30 minutes at the end of the class session”. One of the respondents indicated that he reflects by asking himself, “Am I really satisfied with my teaching session today? How do I need to revise and improve the lesson plan for the next teaching session?” Another respondent said that he categorized teaching into three different stages, before entering the classroom and starting to teach the instructor must plan the lesson, during teaching the instructor must act and think, and, after teaching, the instructor must reflect.

7. Discussion

The findings of the survey showed that there is a relationship between metacognitive skills and academic achievement. Three types of learning approach that are commonly used by instructors in teaching computer programming consist of cooperative learning, discussion, and dialogue as well as the repetition lecturing approach. Cooperative learning in computer programming is an approach to study and work in a group that minimizes the occurrence of unpleasant situations and maximizes the learning process.

There are many reasons why cooperative learning works well in learning programming, as they learn more hands-on activities than when listening and watching. Moreover, cooperative learning in problem-solving can enhance the metacognitive knowledge and strategies of the individual. However, working and learning in a group can often cause situations where some of the students in the group are left behind because of different levels of understanding and ability. Although it allows work and assignments to be completed, not everyone understands what has been done. The discussion and dialogue is another approach to teaching and learning that involves two-way communication between the students and the lecturer. A well-planned discussion with students in the classroom encourages students to speak and stimulate their thinking process and add variety to the learning session. An effective discussion can be a powerful medium for encouraging the learning atmosphere in the classroom. However, passive students who are too shy to answer questions and raise an opinion are left behind in a large-group context. Repeating lectures helps students to build metacognitive skills; however, with this teaching approach, students are too dependent on the lecturer. Based on three types of metacognitive skills, as categorized by [10], personal variable, task variable and strategy variable, the findings showed that most stu-
ents own metacognitive knowledge albeit most of them do not recognize their strengths and weakness. If the students understand their abilities in learning programming, they could be able to recognize their strengths and weaknesses. There are many ways to recognize strengths and weakness in learning programming, such as get feedback from lecturers and engage in computer programming activities. Expert lecturers can identify strengths and weaknesses in students by administering verbal quizzes, tests, hands-on projects, and written assessments. This research work also revealed that expert lecturers acknowledge and recognize the role of metacognition and apply it in teaching and learning in computer programming. Fourteen metacognition strategies that were employed during teaching were identified. These include coaching, questioning, mapping concept, problem-solving, reciprocal teaching, thinking aloud, reading books, modelling, journal, presenting, direct instruction, writing, asking to think, and discussing. An efficient lecturer must understand himself, must be aware of each student, and know the content of the knowledge as well as the pedagogical approach applied during teaching; this is to ensure that the knowledge can be conveyed effectively.

8. Conclusion

Metacognitive strategies are associated with successful learning. This has been proven by a number of studies. This study was designed to identify the pedagogical approach assisting students in learning computer programming. The MAI instrument was used to measure the students’ metacognitive awareness level with their performance in the Introductory computer programming subject (GPA) at university. Interestingly, this study demonstrated the association between student achievement and their metacognitive awareness level. This research work also revealed that metacognitive awareness, knowledge, and strategies have been practiced throughout the teaching and learning activities. These give opportunities for the students to increase their ability to transfer the knowledge as well as provide the knowledge concerning how to extend their abilities. The absence of metacognition will make the learners unable to recognize their abilities [43]. It is suggested that an effective plan could be developed by instructors for the students to improve their learning if they are able to apply metacognitive strategies in teaching and learning activities [44].

References


