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Abstract

In order to alleviate the burden for the time-consuming and tedious tasks to make multiple choice questions, we proposed the system that generates multiple choice questions from the sentence with multiple component keywords and then relocates the questions selected by an array with random numbers instead of random functions in order to reduce the relocation time, after the system searches for the group of informative sentence with multiple component keywords by using special idioms. In this paper, the idiom is the CRe type idiom that has several components at the right side of this idiom including in a main informative sentence. The next sentences consist of other informative sentences including the components keywords. To make multiple choice questions, the system randomly selects an informative sentence including a component keyword and it also converts the informative sentence into a question. The selected component keyword is used as the correct answer and the three other component keywords are used as distractors. To produce many different questions about the same contents with different positions of the question and items, the system uses a random number array to reduce the relocation time.
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1. Introduction

To evaluate the applicants’ abilities, there are many questions, such as true-false questions, cloze questions, and multiple choice questions. The tasks to generate questions from a text file are time-consuming and tedious tasks for evaluators who want to check applicants’ abilities. In order to alleviate the burden for the time-consuming and tedious tasks, question generation systems have been studied in various kinds of questions, such as true-false questions, cloze questions, multiple choice questions, and so on. When ordinary people is evaluated by simple tests, such as simple questionnaires, the system of generating true-false questions first makes an informative sentence false by replacing key word with antonym. After doing this, the system uses the informative sentence as a true sentence and it also uses the modified sentence as a false sentence [1]. The cloze questions, known as fill-in-the-blank questions, are useful to test the applicant’s ability that finds the better word to fit a sentence[2]. The automatic question generating system make cloze question by replacing one of multiple component keywords by blank[3]. On the other hand, a test set of a multiple choice question consists of a question, a correct answer, and some distractors. This type of test has proved to be an efficient tool in order to measure applicants’ achievements. It is also widely used for evaluation and diagnostics of applicant’s mental. For many tests of medical knowledge, multiple choice items are created using a methodology for developing multiple items based on automatic item generation[4]. The generating multiple choice questions is an approach to automatically generate multiple choice questions from OWL ontologies with potential educational value[5]. To evaluate the understanding of the semantic role labels and named entities in a test, automatic multiple choice question system selects the informative sentence and keyword in the sentence and distractors are chosen based on a similarity measure between sentences[6]. To generate multiple choice questions automatically using a sports domain text as input, the system selects informative sentences by using topic modeling and parse structure similarity which is computed between the parse structure of an input sentence and a set of reference parse structure[7,8]. The various automatic question generation systems will be able to play an import role in learning and evaluating on distance education. On the distance education, it has the advantage that complements space problem and solves educational quality problems that occur in a traditional education. On the other hand, it has the disadvantage that is difficult to keep applicant’s evaluation on fair when applicants want to be evaluated their abilities anytime and anywhere. It is the reason why the way to evaluate using questions with the same contents and the positions of answer at the same questions may overestimate the applicant who has a good memory. To overcome the disadvantage, the system offers applicants different question tests with answers to be changed their locations, even when it evaluates them using the same question. Shuffling system and a dynamic relocation system of question tests extract a set of a question, a correct answer, and several distractors from database that has been stored an automatic question generation system in advance and then relocate the questions, a correct answer, and distractors in random order using random functions in the multiple choices questions[9,10]. The system has the advantage that offers different question tests but the disadvantage of the system is that it slows down due to the numerous calls made by random function. Instead of random function, the array which consists of random numbers made by random function in advance is used for reduction of the relocation time. Multiple choice question generation system had used this ready-made array to relocate
2. A generation system of multiple choice questions using idioms

There are two systems to generate multiple choice question using idioms. One is the system that automatically generate multiple choice questions from text using idioms and the other is the system that relocates the questions with choices to make various test sets.

2.1. A system of automatic question generation using idioms

In an automatic question generation system using idioms, it consists of clients, a server, and a database. The client is applicant to be evaluated through a client computer and the database stores raw data for making question, complete questions, and so on. The server has an automatic question generation system using some kinds of idioms and a dynamic relocation system with random numbers, as shown in Figure 1.

An automatic question generation system accepts an input text contents from database or Internet site and then it makes test questions to evaluate each applicant’s learning ability or to help each learner to practice. At this time, the system offers the applicants or learners lots of different question tests that meet some criteria. It consists of automatic question generation system and dynamic relocation system. The first system reads each sentence from a text input and it converts the sentences into corresponding suitable questions, such as multiple choice questions, true-false questions, cloze questions, and so on. The outputs of the system may be sent to the second system or be saved into database to relocate questions at the second system.

The next system reads outputs of the previous system or database, and selects some questions to meet criteria for both the evaluation of every applicant’s ability and the assistance of every learner’s practice. And then it relocates the selected questions in random order for the generation of test in different position. When the first system selects some questions, it may or may not select the questions which meet some criteria, such as, the area to evaluate, levels, personal abilities, and so on. When each applicant repeatedly takes the same test in distance education especially, the system has the disadvantage that overestimates the applicant’s ability, because the applicant memorizes the position of the same question and the same choices. To overcome the disadvantage, it needs to relocate both the positions of questions and positions of multiple choices in random order.

2.2. Dynamic relocation system of multiple choice questions

In a dynamic relocation system of multiple choice questions which are made using multiple component keywords in an informative, the system also consists of clients, a server, and a database. The server has question element generation system and a dynamic relocation system, as shown in Figure 2.

In this paper, we proposed the system that selects multiple choice questions from the database which store questions generated by the idioms to find multiple component keywords and then relocates the selected questions and choices of their questions in random order. When relocating in addition, it uses a random number array instead of random functions to reduce the relocation time.

3. Algorithms to generate multiple choice questions

The algorithms to generate multiple choice questions first needs idioms that are able to find informative sentences from text and then the it is made by using the idioms. There are four types of idioms in the finding informative sentences from text and three algorithms in the procedures of generating multiple choice questions from the informative.

3.1. Classifications of idioms to search for keyword of question generation

In the previous question generation system using idioms, idioms are used to search for keyword in each sentence which accepts from an input text. The sentence including the very important keyword is useful for making various types of questions, such as true-false questions, cloze questions, and multiple choice questions. For example for the simple case, the automatic cloze question system accepts input file from database and then it searches for an informative sentence including the keyword using idioms. Finally, it replaces the keyword in the informative sentence with blank to make a cloze question and then the keyword is used as the correct answer. In the case of multiple choice questions, the additional procedure is to make some distractors with the different meaning of the correction answer.

The idioms used in this system are classified as four types of idioms according to the position of the important keyword, supplementary informative sentences, the number of the multiple informative sentences, and the number of multiple keywords. In the case of multiple sentences, additional sentences are needed when one sentence does not have full meaning about the keyword. The example of the sentence including a keyword only is “This is called volatile memory”. In order to explain thoroughly, one or more supplementary sentences should be added to the sentence. Thus supplementary sentences are able to make the perfect question. In the case of the sentence with multiple keywords, the multiple keywords are occurred in the idioms, such as, “consist of”, “be composed of”, and so on. For example, “A data communications system consists of sender, receiver, transmission line, message, and protocol”. The sentence has a main keyword at the left side of the idiom and five component keywords at the right side, where the main keyword can be data communications system and five component keywords can be sender, receiver, transmission line, message, and protocol. It is easy to make distractors using multiple component keywords except for the component keyword.
known as correct answer, in order to make multiple choice questions. When such idioms are classified as four types, the notation $C$ stands for a correct sentence. $L$ and $R$ mean that the position of the keyword is at left side and right side of the verb, respectively. And the notation for a numerical number $m$ is the number of keywords or sentences. The four types of idioms which are represented by the notation are classified as the followings:

1. **CLI Type**: In this of idioms, the leftmost character $C$ of the type means that the important keyword is included at the current sentence only and it needs neither the previous sentence nor the subsequent sentence to have full meaning of the keyword. On the other hand, $L$ means that the keyword is located at the left of this type idioms and the number $I$ also means that the number of keywords is one. The examples of the idioms are “be defined as”, “be referred to as”, “be used as”, “consist of”, “be made up of”, and so on. where “be” can be one of “am”, “are”, “is”, “was”, and “were”. In order to process the verb “be”, the system needs extra table about verb in addition to an idiom table. The verb table can have an infinitive verb and irregular verbs.

2. **CRI Type**: The meaning of $C$ is the same as that of the first type, while the rightmost two characters $R$ of the type mean that the keyword is located at the right of the idiom and the number of keyword is one. The examples are “be known as”, “called”, “be said to be”, and so on. In this type, the extra verb table is also needed to process verb “be” beside an idiom table.

3. **CRIPI Type**: The CRIPI type idiom that has a keyword at the right side of the idiom. The leftmost character $C$ has the same meaning of the first type. The second character $R$ also represents the right direction of a keyword against the idiom and the third number is the same as the number of keywords at the first type. The rightmost two characters $PI$ mean that the previous sentences need to be added as the supplementary informative sentences to have full meaning of the keyword, since the current sentence does not have sufficient meaning of the keyword. For example, “This memory is known as auxiliary memory” does not sufficiently offer information of the keyword to us. Using only one sentence is not sufficient to make a perfect question. In order to have the full meaning of the question, more previous sentences should be added at the question. The examples are “be known as”, “called” and so on.

4. **CRM Type**: The character $C$ has the same meaning as the other types. The rightmost two characters $Rm$ mean that the number of multiple component keywords is $m$ keywords located at the right of the idiom. The examples are “be defined”, “be composed”, “be classified”, and so on. Naturally, the keyword at the left side of the idiom is a main keyword. In the case of multiple component keywords, the system needs to have extra process to choose one from multiple component keywords in order to make a correct answer and distractors. The other extra table is also needed to process verb “be”. In this type, the system has a big advantage that can produce distractors from these multiple component keywords without external data.

In the above four types, it especially notices that the CRM type have properties of both the first type CLI and the last type CRM. In other words, CRM have both the main keyword at the left side of the idiom and multiple keywords at the right side of the idiom. A group of sentences for this type is suitable for making multiple choice questions since there are many keywords in this type, so it is easy to make distractors using many keywords.

### 3.2. Algorithm for making multiple choice questions using idioms

The task that makes questions to evaluate learners’ abilities is a tedious and time consuming job. In particular, it is more tedious to make more similar questions from limited information. To reduce the burden of the tedious and time consuming job, many similar multiple choice questions can be made by group of informative sentences relative to the fourth type CRM of idioms, in which the number of their questions increases in proportion to the number of multiple component keywords. For example, a group of informative sentences relative to the type CRM is “A data communication system consists of message, sender, receiver, transmission media, and protocol. The message is the information to be communicated. The sender is the device that sends the message. The receiver is the device that receives the message. The transmission medium is the physical path by which a message travels from sender to receiver. A protocol is a set of rules that governs data communications.” The idiom “consists of” in the first sentence has five component keywords at the right side of the idiom and each sentence for each component follows after this sentence. So the system saves five sentences and their five components into database for making multiple choice questions. In the procedure to make a multiple choice question, it selects each sentence at the database in ascending order and replaces the subject of the sentence with a question pronoun ‘what’ in order to make question. And then the subject is used as a correct answer which is located at the first and three of other components are used as distractors, as shown in Figure 3. At the next dynamic relocation procedure, questions are relocated using random numbers and then the correct answer and three distractors are also relocated using different random numbers to make many question test sets with different positions using a dynamic relocation.

<table>
<thead>
<tr>
<th>No</th>
<th>Multiple Choice Questions</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>What is the information to be communicated?</td>
</tr>
<tr>
<td>2</td>
<td>1) message 2) sender 3) receiver 4) transmission medium</td>
</tr>
<tr>
<td>3</td>
<td>What is the device that receives the message?</td>
</tr>
<tr>
<td>4</td>
<td>1) receiver 2) transmission medium 3) protocol 4) message</td>
</tr>
<tr>
<td>5</td>
<td>What is the physical path by which a message travels from sender to receiver?</td>
</tr>
<tr>
<td>6</td>
<td>1) transmission medium 2) protocol 3) message 4) sender</td>
</tr>
</tbody>
</table>

Fig. 3: Five question using a group of five sentences and five keywords.

### 3.3. Algorithm for dynamic relocation system of multiple choice questions with random number array

In the client-server system to generate multiple choice question, many different questions which are made by the same contents are needed to evaluate lots of applicants with questions at the similar level. At first, the system selects as many questions as it needs from a group of questions and keywords. To make the large number of different question sets, the dynamic relocation system at the server randomly relocates a set of the multiple choice questions that are made by the system. The delay in the system is proportion to relocation time which is mainly influenced by the number of calls of random functions when lots of applicants take tests. The way to reduce the relocation time can be achieved by using a random number array instead of the random function. Before the relocation of the multiple choice questions, the system initializes an $n \times n$ question array which is filled by $n^2$ random numbers and a $4 \times 5$ choice array which is filled by $4^2$ random numbers in the case of each question with 4 choices. The last column of the last choice array will be stored the position of a correct answer which points the column with the value 0 after choices are relocated. And then the system gets the random numbers from the array instead of
random function when in needed. Figure 4 shows an example of an initialized 10x10 question array with 100 random numbers. After selecting a set of multiple choice questions, the system dynamically relocates the questions using the initialized question array which have been made in advance. To relocate the 10 selected multiple choice questions, the system needs to choose a row of the question array using random number. Assuming the 4-th row is selected, the row is a tuple (5,1,4,9,8,7,3,2,6,0), as shown in Figure 5.

![Fig. 4: An example of an initialized 10x10 question array](image)

The 4-th row of the initialized 10x10 question array

<table>
<thead>
<tr>
<th>4-th row(k=3)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 2 3 4 5 6 7 8 9</td>
</tr>
<tr>
<td>5 1 4 9 8 7 3 2 6 0</td>
</tr>
</tbody>
</table>

Figure 6 shows the procedure that relocates the 10 selected multiple choice questions using the 4-th row of the initialized 10x10 question array. The dynamic relocation system selects n sets of questions and their choices and saves the selected questions and choices into an input question buffer `BuffInQ[i]` and an input choice buffer `BuffInC[i]`, respectively. On the other hand, the dynamic relocation system selects each question and a corresponding choice in ascending order. And then it puts the selected question and choices into an output question buffer `BuffOutQ[i]` and an output choice buffer `BuffOutC[i]` according to the position pointed by the index of the 4-th row of the question array, respectively. For example, the system loads the random number 5 which is equal to `array[0]` at index `i=0`, and it gets `MC Question 0` from the input question buffer `BuffInQ[0]`. Next, it puts `MC Question 0` into the output question buffer `BuffOutQ[5]`. For `i=1`, it loads 1 which is equal to `array[1]`. It gets `MC Question 1` from `BuffInQ[1]` and puts `MC Question 1` into `BuffOutQ[1]`, and so on.

![Fig. 6: A relocation of multiple choice questions using the 4-th row of the 10x10 array](image)

Figure 7 shows a random number array with 4x5 in which the random number is initialized in advance except for the last column. The leftmost four columns are random numbers and the last column is the changed position of a correct answer which is equal to the position of the index 0. The numbers to generate using the array randomizes less than ones using random function but the former has an advantage with high speed and is suitable for relocation of questions because applicants must solve these questions within limited time.

To relocate the 4 choices for each question, the system should first choose a row, for example the 3rd row, from the choice. Figure 8 shows the selected row used to relocate four choices using random numbers in it. For example, the relocation system loads random number 2 at index `i=0` in the 3rd row and then moves `Choice[0]` into the position with index = 2 in a new choice array. And then it loads 3 at index 1 and moves `Choice[1]` into the position with index 3 in the new choice array, and so on, as shown in Figure 9.

![Fig. 7: An example of an initialized 4x5 choice array](image)

<table>
<thead>
<tr>
<th>3-rd row(k=2)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 2 3 4</td>
</tr>
<tr>
<td>2 3 0 1 3</td>
</tr>
<tr>
<td>3 1 2 0 4</td>
</tr>
</tbody>
</table>

The 3-rd row of the initialized choice array

Figure 9 shows a relocation of four choices using the 3rd row of the 4x5 array

![Fig. 9: A procedure to relocate four choices using the 3rd row of the 4x5 array](image)

Algorithm for producing the elements of multiple choice questions using idioms with multiple component keywords is the following:

**Step 1:** Read a line of text from database and find idioms with multiple component keywords.

**Step 2:** If it is not found, go to **Step 1**.

**Step 3:** Divide the next sentences including each component keywords into modified questions and keywords.

**Step 4:** Replace keyword with interrogative pronouns in the sentence to make an interrogative sentence and save the interrogative sentence into the input question buffer `BuffInQ[i]` of database.

**Step 5:** If the generation of elements for questions is not finished, go to **Step 1**.

Algorithm for the dynamic relocation of multiple choice questions is the following:

**Step 1:** In order to relocate questions and choices of each question, initialize an n x n question array A with n' random numbers and also initialize a 4x5 choice array with random numbers and correct answers, in which the random numbers are generated by random function.

**Step 2:** Extract each set of a question, its correct answer, and multiple distractors from the database randomly up to the predefined number.

**Step 3:** If it checks the duplicate, then repeat **Step 2**.
Step 4: Save the questions into the input question buffer $BuffIn[Q]$ with one dimension and also save both an answer and multiple distractors into the input choice buffer $BuffIn[C][i]$ with two dimensions.

Step 5: Select a row of the question array using a random number as index $k$ to relocate questions.

Step 6: Select a random numbers $j$ at index $i = 0, \ldots, (x-1)$ from the $k$-th row.

Step 7: Load Multiple Choice Question[i] from the input question buffer $BuffIn[Q]$ and load Choices[i][j] for $y = 0, \ldots, 4$ from the input choice buffer $BuffIn[C][j].$

Step 8: Put Question[i] into an output question buffer $BuffOut[Q][i]$ and put Choice[i][j] into an output choice buffer $BuffOut[C][i][j].$

Step 9: If the relocation of questions is not finished, go to Step 6.

Step 10: Repeat the following steps for every question in regular order, $h = 0, \ldots, (y-1)$.

Step 11: Select a row of the choice array using a random number as index $y$ to relocate multiple choices including an answer.

Step 12: Select a random numbers $j$ at index $i = 0, \ldots, (y-1)$ from the $k$-th row.

Step 13: Load Choices[h][j] from the input choice buffer $BuffIn[C][h].$

Step 14: Put Choice[h][j] into an output choice buffer $BuffOut[Q][h][j].$

Step 15: If the relocation of choices for the h-th question except the answer of the h-th question is not finished, go to Step 12.

Step 16: Save the last value Choice[h][j] into CorrectAns[h] to score applicants’ answers later.

Step 17: If the relocation of choices for all of the questions is not finished, go to Step 10.

Step 18: Send the multiple choice question test set for the applicant and save the corresponding answer set to score the applicant’s answers.

4. Implementations and discussions

The system for generating multiple questions using idioms with multiple component keywords accepts a set of multiple questions about topic on data communications and then selects some suitable questions. It finally relocates the questions and choices of each question to produce many different test sets for lots of applicants simultaneously. And the system for the dynamic relocation of the questions and the corresponding choices is implemented by a random number array to reduce the relocation time. The system is implemented on environment of JSP, apache server, file system and mysql. For example, the system repeatedly reads a line from the text about data communications and searches idiom with multiple component keywords. Each sentence including component keyword is transformed into question and all component keywords are used as choices for making multiple choice questions into the chapter. Whenever lots of applicants at their client sides click this chapter at a distance, the server randomly selects 10 multiple choice questions and then relocates the selected questions using the random number array instead of random function to make lots of test sets. Figure 10 shows the screen of 10 multiple choice questions before an applicant fills in the blanks. The big advantage of the dynamic relocation system can offer different multiple choice question sets whenever every applicant tries to take a test or refreshes the test for practice.

To compare relocation times of random functions and a random number for the multiple choice questions, each relocation time is measured after the relocation of 10 questions and four choices for each question is executed 100times and each result is divided by 100, respectively, because the relocation time is too small. Unit of the time is Nano seconds in the experiments. The relocation time of an array is 0.175 times relocation time of random function for 10 questions and the relocation time of an array is also 0.665 times relocation time of random function for 4 choices of 10 questions, as shown in Table 1. The more the number of objects, the better the improvement of relocation time of the system.

Fig. 10: A procedure to relocate four choices using the 3rd row of the 4x5 array

Table 1: Comparison of relocation times of random functions and an array

5. Conclusion

We proposed the system that chooses a set of multiple choice questions, and relocates the chosen questions and their choices using a random number array instead of random function to improve the speed of the server, after generating multiple choice questions using idioms with multiple component keywords in an informative sentence that comes from the text on a special topic. In order to evaluate lots of applicants using the important sentence with multiple component keywords online system, the system can fairly help every applicant to be fairly evaluated as they take many different multiple choice questions with the same contents. The process of relocation using an array is faster than that using random function.
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