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Abstract

Background/Objectives: As testing plays an important role in software quality assurance, many studies are now being carried out in areas such as test method design, test case generation, test case management, GUI test automation, and integrated test automation in order to create tests that are more efficient as well as cost efficient.

Methods/Statistical analysis: This paper proposes a regression test automation system that can dynamically generate test cases in the regression test stage and automatically execute the generated test scenarios.

Findings: The Mocha framework is extended to build an automation framework, and test algorithms and test algorithms are classified to extend and combine various test cases.

Improvements/Applications: Applying the proposed system to a UI development tool test saw more than twice the test cases being automatically generated, which led to a discovery of 37% more key defects.
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1. Introduction

The importance of software quality is becoming increasingly important as the scope of software and their complexity increases as a whole in society. As testing plays an important role in software quality assurance, many studies are now being carried out in areas such as test method design, test case generation, test case management, GUI test automation, and integrated test automation in order to create tests that are more efficient as well as cost efficient. However, the reality is that because test phase takes up a lot of time and cost that it accounts for 35-40% of the software development period, many software development projects are not able to invest the appropriate amount of time and resources in testing[1]. If the test cases are not managed and run properly during the development phase, the regression testing that is done after the development phase will be even costlier and take a longer time[2]. In case it is not possible to run a regression test, the time and costs are doubled because a full test must be carried out every time a correction is made, leading to the distribution of software that cannot be guaranteed to be of high quality[3].

To address this issue, this paper proposes a regression test automation system that can oversee the testing process from the development to the regression test phases at minimum cost. The proposed system incorporates test automation, improved reusability, and a risk-based regression testing to reduce the time and costs of testing. A test automation framework was developed by extending Mocha to automate tests that allow regression testing. A data-driven method was used to improve reusability, and the test cases generated by the data-driven method were combined to be used again. In order to combine the previous test cases, a structure was adopted that separates all test algorithms, data, and scenarios. In addition, a risk-based regression test was implemented to make regression testing more effective. This proved to be highly helpful in reducing testing time and costs, as it made it possible to dynamically combine test cases created beforehand when creating additional test cases for risk situations that occur after the development phase.

The composition of this paper is as follows. Chapter 2 introduces software testing techniques and regression testing based on the test case selection strategy. Chapter 3 introduces the proposed regression test automation system. Chapter 4 summarizes the results of applying the regression test automation system, followed by the conclusion in Chapter 5.

2. Related Studies

2.1. Software Test Techniques Based on the Test Case Selection Strategy

There are a variety of test techniques that can be used in the software development phase. The following provides an overview of the technique categories depending on the strategy of selecting test cases from test suites to test software [4].

2.1.1. Exhaustive Testing

The method of testing all test cases is called exhaustive testing. However, it is almost impossible to test all test cases so a selection is made for testing in general.

2.1.2. Operational Testing

Operational profile refers to the frequency with which users use software. Operational testing, also called operational profile-based testing, is the method of selecting test cases by considering operational profiles only.
2.1.3. Debug Testing

Debug testing is the method of selecting all test cases that are likely to have or cause defects. Trying to find as many defects as possible is common to most test methods.

2.1.4. Random Testing

The method of selecting test cases according to the probability distribution, and testing until they meet the specified end criterion is called random testing, or testing without a sub-domain.

2.2. Regression Testing

Regression testing is a type of software test that focuses on selective retesting in various versions of the software system [5]. The IEEE [6] defines regression testing as follows. “Selective retesting of a system or component to verify that modifications have not caused unintended effects and that the system or component still complies with its specified requirements” That is, regression testing is performed for the purpose of re-verifying whether a modification or addition to a software module has caused a defect or an error by affecting existing software. Figure 1 shows regression testing in the life cycle of software development and maintenance.

Figure 1: Regression testing in software development process

3. The Proposed Regression Test Automation System

The regression test automation system consists largely of a Client and a Server. The Client consists of an integrated development environment and a user interface screen. The integrated development environment provides an environment for writing test codes based on the test framework. The user interface provides a pathway for entering test data and commanding the execution of the test. The server consists of a Test Manager, a Report Manager, a Data Repository, and a Code Repository. The Test Manager consists of a Test Case Manager that manages the combinations of risk-based test cases; a Test Case Generator that dynamically generates test cases to be run; and a Testing Manager that automatically performs regression testing. The Report Manager consists of a Result Manager that manages the results of regression testing, and a Report Generator that generates various reports. There are two repositories: the DBMS that uses MySQL to store test data, test cases, and test results, and the GIT Server that stores test costs and business logic. Figure 3 shows the overall configuration of the proposed regression test automation system.

3.1. Test Manager

The Test Manager, which consists of a Test Case Generator, a Combination Manager, and a Testing Manager, plays the most important role in the regression test automation system proposed in this paper.

3.1.1. Test Case Generator

The Test Case Generator is a module that dynamically generates test cases to be automatically run. Most test automation frameworks automatically perform all of the implemented code and provide test results. However, if the number of test cases increases, or if there are test cases that do not need to be run anymore, the issue of time and costs might arise. Thus, this paper proposes a method of test automation where the user can determine the testing range using the Client GUI, and the Server Test Manager's Test Case Generator can dynamically generate the test codes and test data as needed by the set range. Figure 4 shows the test components generated by the Test Case Generator. The test item, test scenario, and test case set are the test execution units that can be determined by the user.

Figure 3: The overall configuration of the system

Figure 4: The test components

One test item consists of one test algorithm and one or more test scenarios. A test scenario consists of one or more test objects and test case sets, respectively. A set of test cases consists of one or more test cases, which in turn consists of test data, test results, and
test levels. The separation of test algorithms and test cases enables data-driven test case generation. The separation of test scenarios and test cases enables reuse of premade test cases when adding risk-based regression test cases.

The procedure for creating a test case in the Test Case Generator is as follows.

Step 1: The user imports the selected test range through the GUI.
Step 2: Test code sets corresponding to the selected range in the DBMS are imported.
Step 3: Test data is imported from the DBMS using the test data of the test case set.
Step 4: A test code list is created using the test code information of the test case set, to be forwarded to the Test Manager.

3.1.2. Test Case Manager

Regression testing must be repeated to verify that code modifications did not affect past code. It can be difficult to detect defects by repeatedly performing the same test with the same test case each time. Test cases must be added by predicting defects that may occur from code modification, and repetitive testing must be carried out by selecting the range that might be affected. This paper presents risk-based testing as an effective method of running regressive testing, and presents a Test Case Manager based on the following considerations.

Step 1: Prioritize test cases based on the frequency and severity of defects, and the impact they have on customers.
Step 2: The test cost is managed separately from the business logic.
Step 3: If the expected risk is detected, the test data and Test cost should be separated so that the test case can be extended into various forms.
Step 4: If the expected risk is detected, each test cost must be implemented separately so that premade test cases can be combined to create a risk-based test case.

In consideration of the above, all test cases are configured so that upon creation, priority can be automatically or manually assigned according to the rules. The test code is written separately so that codes can be added, modified, and deleted without affecting the business logic. In the GIT Server repository shown in Figure 3, it can be seen that the test code and business logic are put in separate spaces. Each test case consists of one test code and a number of test data, making it easy to add, modify, delete, and combine data. Below is a simple example that shows an independent test cases and a combination of test cases. Figure 5 shows the result of performing a test case to test the results of a simple API test (right side of the figure).

3.1.3. Testing Manager

The Testing Manager is responsible for executing the test cost list forwarded by the test case generator. It imports the test cost to be performed from the GIT server, and substitutes the test data in the test case set to execute the test program. After the execution of the test program, the execution result and the performance information are forwarded to the Report Manager's Result Manager so that the test execution results can be accumulated.

3.2. Report Manager

In order to understand the effect of code modification through regression testing, the history of test execution needs to be managed and the cumulative results analyzed and provided to the user in a form that is easy to understand. It is the Report Manager's Result Manager and Report Generator that support this function. The Result Manager receives the performance information from the Testing Manager and stores the test results. The results are compared with the accumulated results and analyzed to provide users with useful information.

The comparative analysis is based on the history of defect occurrence, the risk priority, and the error type. The history of defect occurrence is analyzed according to the following criteria.

If a former defect has been modified
If a new defect occurred
If the occurrence and modification of defects is repeated
If the defect is detected no more than 5 times
The risk priority and the error type in which a defect occurs when a test case is combined are analyzed based on the following.

Defects by risk priority
Defects by error type
The analyzed results are generated in the form desired by the user by the Report Generator. Figure 6 is a simple example of when a defect occurs when a test case is combined.
3.3. Client

3.3.1. Integrated Development Environment

The Client provides a user interface that allows users to easily run tests and create test cases. There are two types of interfaces that are provided: one is an integrated development environment for test engineers who develop test codes, and the other is a graphical user interface that supports testing and creating test cases. The test code is developed using Visual Code based on a test framework extension of Mocha.

Figure 7: The test algorithm for the getRow

Figure 7 shows the test algorithm for the API getRow exemplified in Section 3.1.2. Since it is an extension of the Mocha framework, the entire code structure consists of before, after, beforeEach, afterEach, and it functions. This structure is automatically provided whenever an algorithm is developed. The before function is executed when the test for one Test Case Set introduced in Figure 4 starts, and the after function is executed after the test for one Test Case Set is finished. The beforeEach function is executed before the test case comprising the Test Case Set is executed, and the afterEach function is executed after the test case is executed. Each test case is executed in the function. The beforeEach, afterEach, and it functions are provided testCaseData as the common parameter, and this value is comprised of the test data received from the DBMS and the test result. The API getRow used as an example takes an integer index value such as 0, 1, and 2 as a parameter. That said, it can be seen that line 33 in the figure above is written with getRow(testCaseData.P1). This is because the index values can be changed, and are dynamically fetched from the DBMS and reflected in the testCaseData. Checking the test results is also a dynamic fetching and comparing process, as the expected results can change according to the test data. This corresponds to line 35, where the code for testCaseData.P2 fetches the expected results and runs a comparison.

3.3.2. Graphical User Interface

Engineers who write test algorithms can implement the test algorithm through the integrated development environment described above and run it to check the results immediately. However, because not all testers can develop and run programs through the integrated development environment, a Graphical User Interface that is easy to use for those responsible for performing the tests is provided. The system's Client provides three important functionalities. The first is a GUI that supports optional regression test automation, which is represented in the tree structure in the left of Figure 5. If this is not selected and the run button is pushed, the entire test is automatically performed and the result is displayed on the right side. If a specific item is selected, only the corresponding item is tested and the result is presented. The second important interface is that for entering test data. The system proposed in this paper uses a data-driven method that allows even people without knowledge of programming language to create test cases as long as they know the test data. Therefore, a GUI that supports selecting test items and inputting data is provided. Last but not least, GUI is provided that allows users to combine test cases. Selecting a test item will show the relevant test items that can be combined. These can be selected for the Test Case Generator to combine, and the user is provided an input screen where they can input the expected results for the combination.

4. Application Result

The regression testing system proposed in this paper aims to build a system that can perform automated tests, improve reusability, and execute risk-based regression testing to drive the costs and time needed for testing. The Mocha framework was extended to automate tests and results are saved in MySQL to enable regression testing. A data-driven method was used to improve reusability, so that one algorithm could be used to create multiple test cases. The test cases added during regression testing improve reusability and usability by making it possible to select and combine existing test cases. The proposed system was applied to a UI development support software developed by an SME. The tests were applied at the start of the tool development phase until the end, as well as the regression testing after the development was completed. The test was an integration test that excluded the GUI test. To gauge the accuracy, 126 APIs of the GUI development tool were analyzed.

The test cases consist of the test algorithm, target object, test data, and the expected result. The test algorithm can be used for all target objects. Target objects are applied with different levels of test cases according to their importance. The exception and boundary value tests were applied to those of high level importance; boundary value tests were applied to those of mid-level importance; and only the test data corresponding to the representative values were applied to those of low level importance. The results of application are as follows.

Basic algorithm: 126
Test data: 2968
Test cases applied to target objects of high level importance: 2968
Test cases applied to target objects of mid-level importance: 1654
Test cases applied to target objects of low level importance: 876
Test cases created by combining test cases: 2456

An integration test is a test that can be performed by combining several APIs and target objects. Therefore, the test algorithm and data created during the development stage could be used, and the expected results could be managed separately. Running the generated test cases detected 37% more defects than from the default test.

5. Conclusion

Testing is an important step to ensure the quality of software. However, it takes a lot of time and financial resources to manage and execute test cases from the start of the software development stage to the end.[10,11] If test cases are not managed during the development phase, even more time and resources will be required in the regression testing performed in the following phase[12,13]. This paper proposes a test automation system that aims to solve this issue by testing and managing tests at minimum cost, from the development stage to the regression testing stage. Applying the proposed test automation system to a UI development tool test of an SME, it was found that the system could generate an average of 29 test cases with one algorithm, as well as automatically create more than 2 times the number of combination test cases based on the default test case. Through combination test cases, 37% more defects were detected.
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