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Abstract

In MLP networks with hundreds of thousands of weights which must be trained on millions of samples, the time and space complexity may become greatly large and sometimes the training of network by EBP algorithm may be impractical. Sequential Partial Updating is an effective method to reduce computational load and power consumption in implementation. This new approach is very useful for the MLP networks with large number of weights in each layer that updating of each weight in each round of execution of EBP algorithm will be costly. Although this idea reduces computational cost and elapsed CPU time in each round but sometimes maybe increases number of epochs required to convergence and this leads to increase time of convergence. That is, to speed up more the convergence rate of the SPU−EBP algorithm, we propose a Variable Step Size (VSS) approach. In VSS SPU−EBP algorithm, we use a gradient based learning rate in SPU−EBP algorithm to speed up the convergence of training algorithm. In this method we derive an upper bound for the step size of SPU_EBP algorithm.
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1. Introduction

It is well known that the Multi-Layered Perceptron (MLP) artificial neural network is a nonparametric model for accomplishing a broad variety of prediction tasks in many areas of science and engineering. Gradient-based algorithms, particularly Error Back Propagation (EBP) algorithm [1] are well-known as a type of supervised learning algorithms which widely used for training the weights of MLP neural networks. Generally, the training process in EBP algorithm is done through iterative renewing of weights according to the error signal, which is the negative gradient of the mean-squared error (MSE) function. The error signal of each neuron in the output layer is defined as a difference between desired target value and the actual output value of the neuron multiplied by the gradient of its activation function. Then the error signal is back propagated to the lower layer.

The performance of MLP trained with EBP algorithm depends on several factors, including initial values, choice of learning parameters network topology, train set etc. [2], [3]. In order to overcome these drawbacks, early researches have been focused on estimation of the optimal initial values to speed up the convergence rate [4], [5], [6], and [7]. If the dynamic range of the activation function is entirely used, then this approach guarantees that the outputs of the hidden layers and output layer will be within the active region [8] [9]. Consequently, it can efficiently speed up the convergence of the EBP algorithm.

Caruana in [11] presented a tutorial at NIPS 93 with generalization results on a variety of problems as the size of the networks was varied from “too small” to “too large”. “Too small” and “too large” are related to the number of parameters in the model (without consideration of the distribution of the data, the error surface, etc.). Caruana reported that large networks rarely do worse than small networks on the problems he investigated. The results in this paper partially correlate with that observation. Caruana suggested that “back propagation ignores excess parameters”. Crane, Fefferman, Markel and Pearson in [10] used real-valued data generated by a random target network, and attempted training new networks on the data in order to approximate the number of minima on the error surface under
varying conditions. The use of random target networks in this fashion has been referred to as the student teacher
problem (Saad and Solla, 1995).
In order to find an optimal network topology for MLP neural networks, numerous approaches have been put forward in
literatures, which make it depend on the size of the train set or the number of neurons in input and output layers. [11].
Despite recent improvements, the EBP algorithm for training MLP with large-scale data has still very challenging task.
Particularly, in areas such as video classification, where the training set is huge and MLPs with hundreds of thousand
weights must be trained on millions of samples, the time and space complexity may become greatly large and
sometimes the training of network may be impractical. In this paper we present two generalizations of EBP algorithm to
overcome these problems. The first is Sequential Partial Updating method. Partial updating is an effective method that
reducing the computational load and power consumption in adaptive LMS filters design [12] [13]. Although this idea
reduces the computational complexity, but may increases the time of convergence. Then to speed up more the time of
convergence of the proposed Sequential Partial Update EBP (SPU-EBP) algorithm we propose secondary method. In
VSS SPU-EBP algorithm, we use a gradient based learning rate to speed up more the convergence of SPU-EBP training
algorithm. The maximum step size is expressed in terms of the gain in the step size parameter of the SPU-EBP
algorithm, defined as the ratio between the upper bounds that ensure convergence when only a subset of the weights of
the filter is updated every iteration. The convergence of these algorithms is proven mathematically. Also, the
experiments reported at the end of paper obviously exhibit that VSS SPU-EBP yield very efficient (computational cost and
space) and acceptable convergence time. The main contribution of this paper can be summarized as follow:
Section 2 describes the standard EBP algorithm. Section 3 presents the proposed SPU_EBP and VSS SPU
EBP algorithms. In Section 4, we present some metrics to evaluate the efficiently of the proposed algorithms. Experiential
results of VSS SPU-EBP and SPU-EBP algorithms on the Iris data set, Oil price data set and Video classification are
presented in Section 5. Section 6 presents our conclusions and considers some ideas that will improve the performance
of our current algorithms.

2. Review of standard EBP algorithm

In this section we review the original EBP algorithm [1]. Without loss of generality, we consider a special MLP neural
network with three layers which has m neuron(s) in input layer, L neuron(s) in hidden layer, and one neuron in output
layer. Assume that $W^0 = (w^0_1, w^0_2, ..., w^0_m)$ is the weight vector between all the hidden neuron(s) and the one neuron in output
layer, and $W^i = (w^i_1, w^i_2, ..., w^i_m)$ is the weight vector between all the input neuron(s) and the $i^{th}$ hidden neuron for $i=1,...,L$. For
compact representation of weight parameters we denote
$$W = (W^0, W^1, ..., W^L),$$
$$V = (W^1, ..., W^L)^T.$$ (4)
And for each sample of data set $x = (x_1, ..., x_m)^T$ we define vector function as
$$\Phi(V,x) = (\phi(W^1.x), ..., \phi(W^L.x)).$$
Let $(x^1, d^1, t^1)$ be a set of training samples and $\varphi: R \rightarrow R$ be an activation function for both hidden and output layers. The
actual output for each input $x^j \in R^m$ for $j=1,...,Z$ will be computed as follows:
$$y^j_0 = \phi(W^0.\Phi(V,x^j)).$$ (1)
Where $\Phi(V,x)$ is a vector function whose transfer function in each dimension is the activation function of MLP.
The training error of the neuron in the output layer is defined as:
$$e^0_j = d^j - y^j_0$$ (2)
And, the total training error of network is defined as:
$$E(W) = \frac{1}{2} (e^0_j)^2 = \Psi^0 (W^0.\Phi(V,x^j)).$$ (3)
Where $\Psi^0(t) = \frac{1}{2} (d^j - \phi(t))^2.$

The EBP learning algorithm is designed to change the current weights W iteratively such that the system error function E (W)
is minimized. The renewing of weights is made proportional to the partial derivation of E (W). The details are given in the following.
By differentiating E (W) with respect to W, we will get:
$$E_{W}(W) = (E_{W^0}(W), E_{W^1}(W), ..., E_{W^L}(W))$$ (4)
Where:
Now, if we consider \( W(n) = (W_1(n), W_2(n), \ldots, W_L(n)) \), is the value of \( W \) in round \( n \) then by starting with an arbitrary initial value for \( W(0) \), we will be able to update the weights \( \{W(n)\} \) iteratively as follows:

\[
W^{(n+1)} = W^{(n)} + \Delta W^{(n)} \quad i = 0, 1, \ldots, L, \quad n = 0, 1, \ldots
\]

Where:

\[
\Delta W^{(n+1)} = -\mu E_{W_0} (W^{(n)}) \Phi(V^{(n)} \cdot x) I
\]

And,

\[
\Delta W^{(n+1)} = -\mu E_{W_1} (W^{(n)}) \chi^i \quad i = 1, \ldots, L
\]

Here, \( \mu \) is the learning rate of algorithm which is a positive real number that determines the step size of algorithm and has an effect on the speed of the convergence rate.

3. The proposed VSS SPU-EBP algorithm

In this section we will present the proposed VSS SPU-EBP algorithm. At first, we focus on SPU-EBP algorithm [14], which at each epoch chooses a set of weight parameters in a sequential manner and update the weight using standard EBP algorithm. After that, a variable step size version of SPU-EBP algorithm is studied. The proposed VSS SPU-EBP algorithm will be achieved by integrating these two approaches. Details of SPU-EBP and VSS SPU-EBP algorithms are presented in the following subsections.

3.1. The SPU-EBP algorithm

Consider a full connected MLP neural network with \( k \) layer(s), where the number of neurons in layer \( h \) is \( N_h \), for \( h = 1, \ldots, k \). For given \( p \) assume that the number of weights for each neuron, in each layer is a multiple of \( p \leq \{N_1, \ldots, N_h\} \). For convenience, we define the index set \( S_{h,1} = \{1, 2, \ldots, N_h - 1\} \) for each neuron \( l \) in layer \( h \).

Now, for each \( S_{h,1} \) in layer \( h \), we divide the index set \( S_{h,1} \) into \( p \) mutually exclusive subsets \( S_{h,1}^{1,1}, S_{h,1}^{1,2}, \ldots, S_{h,1}^{1,p} \). Let \( I \) be an identity matrix. In round \( n \) of execution of algorithm, if we choose the \( h \)th subset of index set in layer \( h \), we define the matrix \( I^{(h)} \) by zeroing out the \( h \)th row of \( I_{N_h-1 \times N_h} \) if \( l \neq S_{h,1}^{1,h} \). In this case, for \( l \)th neuron in layer \( h \), where the input vector for this neuron is \( Y^l \), \( I_{(h)}^l Y^l \) will have at most \( N_h/p \) nonzero entries. Let the sentence "choosing \( S_{h,1}^{1,h} \) at round \( n \)” stand to mean "choosing the weights that their indices is in \( S_{h,1}^{1,h} \) for update at round \( n \)”. Then, we describe SPU-EBP algorithm as follows.

At a given round \( n \), for each neuron \( l \) in layer \( h \), one of the sets \( S_{h,1}^{1,h} \), is selected in a predefined manner and the update is performed. Without loss of generality, it can be assumed that at iteration \( n \) in layer \( h \), for each neuron \( l \), the set \( S_{n,p+1}^{1,h} \) is chosen to be updated, where \( n \% p \) indicates the operation "\( n \) modulo \( p \)”. Hence, the renewing of weights in the proposed SPU-EBP algorithm will be as follows

\[
W^{(n+1)} = W^{(n)} - \mu E_{W_1} (W^{(n)}) \chi^i \quad i = 0, 1, \ldots, L
\]

\( Y^l \) is an input vector and \( E_{W_1} (W^{(n)}) \) is the error value for \( i \)th neuron in iteration \( n \). For simplicity, according to Section 2, we consider a special MLP neural network with three layers which has \( m \) neuron(s) in input layer, \( L \) neuron(s) in hidden layer, and one neuron in output layer. Also, we assume a special case of SPU-EBP algorithm with \( p=2 \). We consider the sets \( S_{1,1}^{1,h} \) and \( S_{1,2}^{1,h} \) which consist of all even and odd weights for neuron \( l \) that are in hidden layer( layer 1) respectively and the sets \( S_{2,1}^{2,h} \) and \( S_{2,2}^{2,h} \) consist of all even and odd weights for neuron \( l \) in output
layer (layer 2) respectively. Now, according to the Equation (9), if at nth iteration the algorithm selects even weights, for an arbitrary input vector x in the hidden layer, we have:

\[ W^{(n+1)}_{i} = W^{(n)}_{i} - \mu E(W^{(n)}) \cdot \frac{1}{2} \Phi(x^j), \quad i=1,...,L, \]  

And, if it selects odd weights, then we have:

\[ W^{(n+1)}_{i} = W^{(n)}_{i} - \mu E(W^{(n)}) \cdot \Phi(x^j), \quad i=1,...,L. \]

Also, in output layer, if the algorithm selects even weights in this iteration, then we obtain:

\[ W^{(n+1)}_{h} = W^{(n)}_{h} - \mu E(W^{(n)}) \cdot \frac{1}{2} \Phi(V.x^j), \]

And, if it selects odd weights, then we obtain:

\[ W^{(n+1)}_{h} = W^{(n)}_{h} - \mu E(W^{(n)}) \cdot \Phi(V.x^j). \]

The following theorem discusses about the convergence of this algorithm.

**Theorem 1:** Let \( \phi: \mathbb{R} \rightarrow \mathbb{R} \) be an activation function and \( E(W) \) be the error function defined in Equation (3). For this network if \( \mu \) is satisfactory small and for each \( x \in \mathbb{R}^n \), \( |\phi(x)|, |\phi'(x)| \) and are uniformly bounded, then for SPU-EBP algorithm the following results are hold:

\[ E(W^{(n+2)}) < E(W^{(n)}) \]  

When \( n \) is sufficiently large;

There exists a nonnegative real number \( \epsilon^* \geq 0 \), such that:

\[ \lim_{n \rightarrow \infty} E(W^{(n)}) = \epsilon^*; \]

\[ \lim_{n \rightarrow \infty} |E(W^{(n)})| = 0; \]

Furthermore, we have the strong convergence:

There exists \( W^0 \in \phi_0 \) such that \( \lim_{n \rightarrow \infty} W^{(n)} = W^0 \).

As we will see in the experiments, this algorithm reduces the computational load and space complexity in each epoch but may increase the time of convergence.

Proof: See [14].

As we will see in the experiments, this algorithm reduces the computational cost and space complexity in each iteration but may increases the number of rounds until convergence and this leads to increase time of convergence. In the next subsection we propose a variable step approach to speed up the convergence of this algorithm by decreasing number of rounds.

### 3.2. The VSS SPU-EBP algorithm

The results of the previous subsections can be combined to create the VSS SPU-EBP training algorithm that has low convergence time and reduces the computational and space complexity in each epoch. The detail of this algorithm is summarized as follows.

Consider a MLP neural network with \( k \) layer(s), where the number of neurons in in layer \( h \) is \( N_h \), for \( h=1...k \). Also, let the number of weights in each layer be a multiple of \( p \). In order to partial updating, the weights of each layer are partitioned into \( p \) subsets and the weights of each subset in all layers are updated simultaneously. This renewing of weights is done for the other subsets sequentially. In this case we define a stage includes onetime updating of all weights of MLP network. In this algorithm the learning rate is updated at the end of each stage using Equation (14). Consequently, the algorithm updates the weights partially with a variable step size learning rate parameter.

Similar to Section 2 let we consider a special MLP neural network with three layers which has \( m \) neuron(s) in input layer, \( L \) neuron(s) in hidden layer, and one neuron in output layer. As mentioned before, an Estimated Posteriori Error is used to compute learning rate adaptively. This modification is being demonstrated in the following equation:

\[ W^{(n+1)}_{i} = W^{(n)}_{i} - \mu^*_n E(W^{(n)}) \cdot \frac{1}{2} \Phi(x^j), \]

\[ \mu^*_n = \frac{2}{E(I(h)))}, \]

Where, \( x^j \) is input vector for \( n \)th iteration.

\[ W^{(n+1)}_{h} = W^{(n)}_{h} - \mu^*_n E(W^{(n)}) \cdot \Phi(V.x^j). \]
As above, we have

For simplicity we denote $E_n$ instead of $E_{W_i^j}(W^j_i(n))$ and this value can be calculated as follow

$$E_{n} = W_{opt}^j - W_{opt}^j, i=0, 1, 2…L.$$  

This leads to the following coefficient error vector update for this network,

When $n$ is even

$$E_{n+1} = \begin{cases} 
(I - \mu_n^* l_{n-1}^j)E_{n+1} \\
(I - \mu_n^* l_{n+1}^j)\Phi(V,x^j)E_{n+1}
\end{cases}$$

And the following when $n$ is odd:

$$E_{n+1} = \begin{cases} 
(I - \mu_n^* l_{n+1}^j)E_{n+1} \\
(I - \mu_n^* l_{n+2}^j)\Phi(V,x^j)E_{n+1}
\end{cases}$$

Now, we analyze the convergence of the mean coefficient error vector $E[E_{n+1}]$. We make the standard assumption that $E_{n}$ and $x^j$ are independent of each other. For this algorithm, for any layers, the recursion for $E[E_{n+1}]$ is given by

$$E[E_{n+1}] = (I - \mu R)E[E_{n}]$$

Where $I$ am the N-dimensional identity matrix and $R = E[I_{k^j}]$ is the input signal correlation matrix for those output and input layers. The well-known necessary and sufficient condition for to converge is given by

$$\rho(I - \mu R) < 1$$

Where $\rho(B)$ denote the spectral radius of $B$ ($\rho(B) = \max | \lambda(B) |$). This leads to

$$0 < \mu < \frac{2}{\lambda_{\text{max}}(R)}$$

Where is the maximum eigen-value of the input signal correlation matrix. Note that this need not translate to be the necessary and sufficient condition for the convergence assumption which is not true in general. Taking expectation under the same assumption as above and using the independence assumption on the sequence $x^j$, which is the independence assumption on $x^j$ and $E_n$, we obtain, when $n$ is even

$$E[E_{n+2}] = \begin{cases} 
(I - \mu_n^* l_{n+1}^j)E[E_{n+1}] \\
(I - \mu_n^* l_{n+2}^j)\Phi(V,x^j)E[E_{n+1}]
\end{cases}$$

And when $n$ is odd

$$E[E_{n+2}] = \begin{cases} 
(I - \mu_n^* l_{n+1}^j)E[E_{n+1}] \\
(I - \mu_n^* l_{n+2}^j)\Phi(V,x^j)E[E_{n+1}]
\end{cases}$$

Simplifying the above two sets of equations, we obtain, for even-odd VSS SPU-EBP when $n$ is even

$$E[E_{n+2}] = \begin{cases} 
(I - \mu_n^* l_{n+1}^j)(I - \mu_n^* l_{n+1}^j)E[E_{n}] \\
(I - \mu_n^* l_{n+2}^j)\Phi(V,x^j)(I - \mu_n^* l_{n+2}^j)\Phi(V,x^j)E[E_{n}]
\end{cases}$$

And when $n$ is odd

$$E[E_{n+2}] = \begin{cases} 
(I - \mu_n^* l_{n+1}^j)(I - \mu_n^* l_{n+1}^j)E[E_{n}] \\
(I - \mu_n^* l_{n+2}^j)\Phi(V,x^j)(I - \mu_n^* l_{n+2}^j)\Phi(V,x^j)E[E_{n}]
\end{cases}$$

It can be shown that under the above assumptions on $x^j$, $E_n$, the convergence conditions for even and odd update equations are identical. We therefore focus on the odd type.

As you know, the necessary condition for convergence of $E[E_{n+2}]$ is

$$\rho((I - \mu_n^* l_{n+1}^j)(I - \mu_n^* l_{n+1}^j)) < 1$$

That, this leads
Then, we have

\[ 0 < \mu_n + 1 < \frac{2}{E[1]} \quad \text{or} \quad 0 < \mu_n < \frac{2}{E[1]} \]

\[ 0 < \mu_n < \frac{2}{E[2]} \quad \text{or} \quad 0 < \mu_n < \frac{2}{E[2]} \]

So, \( \mu_n^* = \min\left(\frac{2}{E[1]}, \frac{2}{E[2]}\right) \)

So \( \mu_n^* = \min\left(\frac{2}{E[1]}, \frac{2}{E[2]}\right) \)

That this leads

\[ \mu_n^* < \frac{2}{E[1]}, \quad \mu_n^* < \frac{2}{E[2]} \]

Now, if instead of just two partitions of odd and even coefficients (p=2), there are any number of arbitrary partitions (p≥2), and then, the update equations can be similarly written as above, whith p<2. Basely

\[ E(\tilde{r} + p) = \frac{p}{1 + \frac{1}{(i + n + 1)} \tilde{r} + p} \]

That this leads

\[ \forall n \geq 0, \mu_n^* < \frac{2}{E[1]} \]

\[ (21) \]

\[ 4. \text{ Evaluation metrics} \]

To evaluate the proposed algorithms, we use four different metrics. These metrics are listed in bellows.

**Number of Rounds (NR):** A round is defined as one unit of an algorithm progress in which, one sample of data set is applied to MLP neural network for training and performs any required computation in all layers, and it sends back its error value to MLP. The number of rounds until MLP neural network convergence to MSE is shown by NR.

**Computational Cost (CC):** In each round every node compute output value for itself and forward to the next layer. This metric is the amount of computation that is executed in every round. This parameter can be calculated as follow

\[ CC = t \times \text{Number of nodes}. \]

Where, t is the amount of computation that is done in a node.

**Elapsed CPU time (ECT):** This parameter shows time requirement until a round of algorithm is executed.

**Time of Convergence:** This is the time that requires for reaching MLP neural network to considered MSE. We can obtain this parameter by the equation below:

\[ \text{Time of convergence} = ECT \times \text{NR}. \]

The main contribution of this paper is to reduce the computational cost (CC), Elapsed CPU Time (ECT), NR and time of convergence. This metrics are considered to prove that VSS SPU-EBP algorithm decrease ECT, CC, NR and Time of Convergence.

\[ 5. \text{ Experimental results} \]

In order to demonstrate the efficiency of the proposed algorithms empirically, we organize three types of experiments. First, one well-known data set including Iris data set [15] has been used to satisfy the effectiveness of proposed algorithms on aspects of time of convergence, ECT, computation and space complexity. The second is Oil price data set [21]. This data set consists of 6000 data records reflecting the period between 2000 until 2006 with price of Oil in these years. Subsequently, we utilize the MLP neural network with VSS SPU-EBP algorithm as a classifier in a video classification system. The details of these experiments have been investigated in the following subsections. As you see these results confirm the efficiency of the VSS SPU-EBP algorithm in comparing to the SPU-EBP and standard EBP algorithms. According to the previous works, we utilize these metrics for comparing of the training algorithms.
5.1. Classifying iris data set

In this section, the performance of the proposed algorithms is shown on the Iris data set. The Iris data set is one of the best known databases in the pattern recognition literatures. The data set contains three classes. Each class has 50 instances, totally 150 patterns are used. All the values are normalized by dividing the value by 10. The method of [16] has been utilized to determine the topology of MLP neural network and SMI approach in [17] to initialize the weights. The structure has five input neurons including bias and one output neuron. We assume the minimum square error (MSE) is the stopping criterion in all training algorithms, and the maximum expected MSE is assumed to be 0.01 in all tests.

![Fig. 1: Standard EBP algorithm](image1.png)

At first, the standard EBP algorithm is utilized for training of the MLP network. The learning curve of this training algorithm has been shown on Figure 1. It follows that the standard EBP algorithm has been reached the maximum expected MSE after 716 iterations and 149.05 seconds. Furthermore, the SPU-EBP algorithm with p=4 is applied to train the MLP network. Figure 2 depicts its learning curve and indicates that the proposed SPU-EBP learning algorithm has been achieved to the maximum expected MSE after 923 iterations and 176.75 seconds. It is concluded that the SPU-EBP algorithm requires more NR and time of convergence in comparing to the standard EBP algorithm. But, it must not be disregarded that the CC and ECT of SPU-EBP algorithm are approximately quarter of memory usage of standard EBP algorithm. Also, the same experiments are repeated for VSS SPU-EBP algorithm and the result has been illustrated in Figure 3. It is observed that the VSS SPU-EBP algorithm with 76.09 seconds has been reached the maximum expected MSE after 596 iterations. These results follow that the VSS SPU-EBP algorithm has low time of convergence and NR in comparing the SPU-EBP algorithm. In other words, it has low convergence time, ECT, CC and space complexity in comparing the SPU-EBP and standard EBP algorithms.

![Fig. 2: SPU-EBP algorithm p=4](image2.png)

![Fig. 3: VSS SPU-EBP algorithm](image3.png)

5.2. Oil price prediction system

In this section, the performance of the proposed algorithms is shown on the Oil price data set. In the experiments, the data set is partitioned into two equal subsets for training set and testing set. In all experiments, the MLP neural network have 10 neurons in input layer, 2 hidden layers with 9 and 8 neurons and 7 neurons in output layer. We assume maximum expected MSE is 0.3 in all tests.

At first, the standard EBP algorithm is utilized for training of the MLP network. The learning curve of this training algorithm has been shown in Figure 4. It follows that the standard EBP algorithm has been reached the maximum
expected MSE after 1700 iterations and 1018.11 seconds. Furthermore, the SPU-EBP algorithm with \( p=4 \) is applied to train the MLP network. Figure 5 depicts its learning curve and indicates that the proposed SPU-EBP learning algorithm has been achieved to the maximum expected MSE after 2500 iterations and 1312.49 seconds. Also, the same experiments are repeated for VSS SPU-EBP algorithm and the result has been illustrated in Figure 6. It is observed that the VSS SPU-EBP algorithm after 237.24 seconds and 648 iterations has been reached the maximum expected MSE. These results follow that the VSS SPU-EBP algorithm has low convergence time compared to the SPU-EBP algorithm. In other words, it has lower convergence time, ECT, CC and space complexity compared to the SPU-EBP and standard EBP algorithms.

Next, we consider the parameter \( p=6 \). Figure 7 depicts learning curve of SPU-EBP algorithm, and this curve converge maximum expected MSE after 5194 iterations with 3012.341 seconds and in the next figure (figure 8), by applied fit variable step size, VSS SPU_EBP algorithm reaches MSE after 2100 iterations and 492.31 seconds. Since the two proposed algorithms based parameter \( p=4 \) and \( p=6 \) just update 25\% and 16\% percent of coefficients in each round, then ECT and CC consequently are decreased 75\% and 83\% percent than standard EBP. Also the results show the VSS SPU-EBP algorithm increases time of convergence in substantial amount.

As you see by increasing parameter \( p \) from 4 to 6, time of convergence and NR in two proposed algorithms increase but ECT and CC parameters decrees more.
5.3. Video classification system

Automatic video classification is an attractive and active research area in the field of video processing domain. It is an essential step in studying content and semantic of video data sets and in developing techniques for efficient retrieval, categorization and analyzing of large-scale video databases.

To date, numerous approaches have been put forward for the classification of video shots, and have produced highly acceptable results. After studying the literatures, we discovered that in these methods many of standard classifiers, such as Bayesian [18], Support Vector Machines (SVMs) [19], and neural networks [20] have been used. In addition, recently the Gaussian Mixture Models (GMMs) and Hidden Markov Models (HMM) [21] are utilized popularly in the classification of video shots. Here, our objective is not to devise some novel works in the video classification area. We mainly focus on analyzing of the generalization property of the proposed training algorithms through classifying unseen video samples. Also, for the reason that typically video has huge set of dissimilar and noisy features, so the use of these data can be used to explain better the advantages and disadvantages of the proposed algorithms.

For lack of space we present the results in a compact table. The first column of the table shows the names of algorithms, the second column shows time of convergence and the third column shows NR. In these cases we choose parameter $p=8$ and MSE is considered to 0.4.

The gain results are depicted in table 1. As you see, standard EBP converges after 6,310 iterations and 1,539,703.1 seconds and the SPU-EBP algorithm converges after 11,278 iterations and 1,986,409.6 seconds and these parameters are 4,235 iterations and just 769,400 seconds for VSS SPU-EBP algorithm. The results show, by the VSS SPU-EBP algorithm time of convergence is decreased 49% than standard EBP and 60% than SPU-EBP algorithm. Also since, we update in each round just 1/8 of coefficients of input vectors then we can say CC and ECT is decreased 87% percent by SPU-EBP and VSS SPU-EBP algorithms than the standard EBP algorithm.

<table>
<thead>
<tr>
<th>Name of algorithm</th>
<th>Time of Convergence</th>
<th>NR</th>
</tr>
</thead>
<tbody>
<tr>
<td>Standard EBP Algorithm</td>
<td>1,539,703.1(s)</td>
<td>6,310</td>
</tr>
<tr>
<td>SPU-EBP algorithm p=6</td>
<td>1,986,409.6(s)</td>
<td>11,278</td>
</tr>
<tr>
<td>VSS SPU-EBP algorithm with p=6</td>
<td>769,400(s)</td>
<td>4,235</td>
</tr>
</tbody>
</table>

These results present our proposed algorithms have appropriate performance in similar conditions and the results are acceptable. We can deduce form the results of Figures 1, 2, 3, 4 and 5; the type of data set and structure of neural network has direct effect on convergence speed and computation load of algorithms.

6. Conclusion

In this paper, we present two new algorithms, SPU-EBP and VSS SPU-EBP algorithms. In the SPU-EBP algorithm we use a sequential partial update Error back propagation approach that updates coefficient vectors partially in a sequential manner. The results show SPU-EBP certainly, reduces the computation complexity (CC) and elapsed CPU time (ECT) in each round but it is concluded that the SPU-EBP algorithm require more NR and time of convergence in comparing to the standard EBP algorithm. But, it must not be disregarded that the CC, ECT and space complexity of SPU-EBP algorithm is approximately quarter of memory usage of standard EBP algorithm. To speed up more the convergence rate of the proposed SPU-EBP algorithm we propose VSS SPU-EBP algorithm. In the VSS SPU-EBP algorithm, we use a gradient based learning rate to speed up more the convergence time of training algorithm. These results follow that the VSS SPU-EBP algorithm has low convergence time, NR, CC and ECT in comparing to the SPU-EBP and standard EBP algorithms. Then we can deduce from the experiments, the VSS SPU-EBP algorithm has acceptable performance in compared to SPU-EBP and EBP algorithms.
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